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Abstract

A lot of useful hidden information is included angoeveryday data, which often can't be
extracted manually. Therefore, machine learningused to get knowledge by generalizing
examples.

When all data is already stored, a common approaeld is batch learning, but when learning
comes to deal with huge amounts of data, arrivingliierent instances of time in sets of
examples, incremental learning is the best soluflanimprove the performances of supervised
incremental learning algorithms specific examplesstored and used for future learning steps.

In this paper is described an incremental learrfiregnework that generates classification
predictions, a partial memory approach (specifiedbo examples stored), for the “Manage
YourSelf’ project, that deals with the diagnosigd anonitoring of embedded platforms. This
approach extends the AQ21 algorithm to solve aiBpdearning task. It was chosen because it is
one of the latest developed and it has many u$edblires. The incremental solution is proposed
because we are dealing with a data flow and parteahory approaches were searched because
here is no need to re-examine all the instancesely learning step. Furthermore, those notably
decrease memory requirements and learning times.

Keywords. supervised concept learning, classification, condeft, data stream, incremental
learning, partial-memory, border examples, Managar$elf
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| ntroduction

Nowadays, organizations are accumulating vast asigg amounts of data in different formats
and different databases. It is said that datatoawn, carries no meaning. But actually dataes th
lowest level of abstraction from which informati@nextracted and among all this data mentioned
above, are included many useful hidden informatianget information, data must be interpreted
and it must be given a meaning. As an examplefofnmation, there are patterns or relationships
between data, which often can't be extracted m&nudlhe solution of this problem is
represented by machine learning, a branch of @difiintelligence that allows computers to
predict behaviors based on empirical data, or nsorgle said, get knowledge by generalizing
examples.

When the learning process is dealing with dataadlyestored, a common approach used is batch
learning, an off-line learning, which examineseadtmples before making any attempt to produce
a concept description, which generally is not fartmodified. But when learning comes to deal
with huge amounts of data, arriving at differenstamces of time in sets of examples, this
approach no longer works; therefore incrementahiag was introduced.

Here the learner has only access to a limited nurabexamples, in each step of the learning
process, which modify the existing concept desionpto maintain a “best-so-far” description.

Due to the existence of many real world situatitret need this approach, much of the recent
research works in the machine learning domain bessked on incremental learning algorithms,
especially in a non-stationary environment, whex@nd concept description extracted from it,
changes over time.

The rest of the paper is organized as follows.tliyirgn section 2 is presented the existing project
called “Manage YourSelf’ that deals with the diagisoand monitoring of embedded platforms,
on which | had worked during my internship, as wadl the aspects of my internship. Then in
section 3 is presented an overview of the increalelgarning task, some generalities of
supervised incremental learning are described amdranary classification of known approaches.
Current problems raised by real world situationdl wiose this section. In the section 4,
representative approaches are explained in détadl.section 5 contains my contribution during
this internship. Here | motivate and describe thsi®of my proposed algorithm, the framework
of an instance-based learning algorithm. Furtheembere are detailed the data sets used in my
experiments, the input models used and also promidanalysis of those experimental results
achieved. Finally, in the section 6, some conchsiare presented and some possible future
developments are outlined.



1. Context and goal of the Internship

In this section is presented the existing projedted “Manage YourSelf”, along with his main
current issue, on which | have done my researcimgluny internship.

1.1. Description of the existing application

Manage YourSelf is a project that deals with thagdosis and monitoring of embedded
platforms, in the framework of a collaboration beém Telelogos, a French company expert in
new middleware and data synchronization and DREANagnosing, Recommending Actions
and Modelling) a research team of IRISA (Institet Becherche en Informatique et Systemes
Aléatoires, France) specialized in monitoring araydosis of systems evolving in time. The aim
of Manage YourSelf is to perform diagnosis and irepa a fleet of mobile smartphones and
PDAs. The idea is to integrate on the mobile desyacasmall expert system and a knowledge base
containing a set of prevention rules, which sholokd applied to prevent blocking of mobile
smartphones and PDAs.

At regular intervals the recognition is performeding the parameters of the phones as the fact
base. Upon detection of a non-anticipated problemreport containing all the system’s
information prior to the problem is sent to a sengecondary, the application is also creating
reports of a nominal functioning of the device agular intervals of time. Of course, it is
impossible to foresee all the prevention rulesdmaace. The idea is to develop on the server a
module capable of learning from the reports oftla#l phones and be able to generate new crash
rules from which preventions rules are inferredo3dwill be sent back to phones to update their
knowledge bases.

i~ -
Smartphone
report svstemn expert svstem
applicable rules
' monitoring I (h-eate 1-ep-:-:-t.-:] {ieml repnrts]
colrecton
{facts, 1ules)
. r
FY
r Selvelr -\I
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crash riles

read reports | 1 .
ealning

_pl preventions 1ules |-—-—b update of knowledge
base for expert svstem

Figure 1 A general system structure of the project Manage YourSelf

In the above scheme is explained how the repotésys monitoring and creates reports on
smartphones. Reports are sent to the server, wdach from those new breaking rules and the
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human expert infer preventions rules. Those rupekate the knowledge base of the expert
system, which makes corrections to avoid blockihgnobile smartphones.

1.2. Themain current issues

Manage YourSelf was first developed in the acadeysir of 2009-2010, by INSA’s students
(Institut National des Sciences Appliqguées de Regnria the first variant of the software, the
learning process from the server was made usingidadrees. Today, the objective is to upgrade
this part of the software so that it will be aldeupdate knowledge bases on the fly.

As reports are created at regular intervals of timen is reported a nominal functioning of a
device and at irregular intervals when it is repdra problem, the number of reports coming at a
time is a random number, because sets of rep@tseaut to the server at regular intervals of time.
Knowing the previous fact and that we want an ugdte knowledge base on each device, the
learning process should be an online process legrmaiho is able to modify the set of rules each
time a new set of reports is received.

As we talk about long-term monitoring, it is impims to store all reports because of the fact that
the report database will grow fast and issues ofage space will rise. On the other hand,
concepts could change in time; it is the so calledcept drift. It may happen if devices are
upgraded in terms of software and hardware. Thexefdd reports should not be considered in
the learning process, to avoid the detection afrexous concepts. Hence, an incremental learning
system with partial instance memory is required.

2. Previous wor k on machine learning

In this chapter is presented an overview of thekvdmme for machine learning task, along with its
importance, and current problems raised by realldvaituations in incremental learning
approaches.

Machine learning is a branch of artificial inteligce that allows computers to infer behaviors
based on empirical data, or more simple said, teegdize from the given examples. Machine
learning [5] usually refers to the changes in systéhat perform tasks associated with artificial
intelligence (Al). Such tasks involve recognitiahiagnosis, planning, robot control, prediction,
etc.
Here are three main reasons why machine learnimgpsrtant:
* Some tasks cannot be defined well except by exarti@eis, we might be able to specify
input/output pairs but not a concise relationstepdeen inputs and desired outputs
* It is possible that important relationships andrelations are hidden among large amount
of data. Machine learning methods can often be tsexktract these relationships (data
mining).
* Environments change over time. Machines that caaptatb a changing environment
would reduce the need for constant redesign.



2.1. Batch learning vs. incremental learning

Formally, a data stream is an ordered sequencatafi@ms read in increasing order. In practice,
a data stream is an unbounded sequence of itemisposed to both noise and concept drifts, and
received at a so high rate that each one can deatgaost once.
Several different representations have been useedsitribe concepts for supervised learning
tasks:

-Decision Trees

-Connectionist networks

-Rules

-Instance-based

Batch-learning systems examine all examples one tfboth positive and negative) before
making any attempt to produce a concept descriptiat generally is not further modified.
Incremental systems, on the other hand, examingdheng examples one at a time, maintaining
a “best-so-far” description, which may be modifesgth time a new example arrives [6].

Any batch learning algorithm can be used in aniva4ashion by simply storing all past training
examples, adding them to new ones, and re-applhegmethod. Disadvantages of running
algorithms in a temporal-batch manner include tedno store all training examples, which leads
to increased time for learning and to difficulty iecovering when concept change or drift.
Another major problem is the impossibility to sta@k those examples, because the memory is
limited.

A problem of incremental learning occurs if earikamples processed by the system are not
representative of the domain or are noisy examjdgamples are processed in an ordered way,
depending on the time they arrive in the systenerdiore, they have an order dependence, which
will tend to direct learning away from the requireahcept if current processing examples are not
representative. Hence, any incremental method mekd to include some old representative
examples in a memory to correct this effect.

The rest of the paper is focusing over the pamalmory systems, because results from past
studies suggest that learners with partial instamemory react more quickly to drifting concepts
than do learners storing and modifying only conagxcriptions [2,7] and require less memory
and learning time than do batch learning algorithms

2.2. Definitions and gener alities of incremental lear ning

Scalable learning algorithms are based on decisems, modeling the whole search space, but it
is not a good practice for incremental learningdose data stream may involve to rebuild on out-
of-date sub-tree which will considerable increake tomputational cost. Rule induction is
different to decision tree based algorithms in thatwhole search space is not modeled and the
new queries are classified by voting.

A common approach within incremental learning ttraot the concepts to be learned consist in
repeatedly applying the learner to a sliding windoiv w examples, whose size can be
dynamically adjusted whenever target function startdrift.



Another approach consists in weighting the trairergmples according to the time they arrive,
reducing the influence of old examples. Both apghea are partial instance memory methods.

In the problem of classification, an input finiteatd set of training examples is given
T={el,...,en}. Every training example is a pairy(x,x is a vector of m attribute values (each of
which may be numeric or symbolic), y is a class¢te value named label).

Under the assumption there is an underlying mapfingtion f so that y = f(x), the goal is to
obtain a model from T that approximates f as f drder to classify or decide the label
of non—labeled examples, named queries, so tmaaXimizes the prediction accuracy.

The prediction accuracy is defined as the percenthgxamples well classified.

Within incremental learning, a whole training setniot available a priori but examples arrives
over time, normally one at a time t and not timgedwent necessarily (e.g., time series). Despite
online systems continuously review, update, andavg the model, not all of them are based on
an incremental approach. According to the taxonom¥], if Tt={(x,y)| y = f(x )} for

t =< 1,....0 >, now f't approximates f. In this context, if atgorithm discards f't-1 and generates
ft from Ti, for i =< 1,..t>, then it is on-line dich or temporal batch with full instance
memory. If the algorithm modifies f't using f't-1nd Tt, then it is purely incremental with no
instance memory. A third approach is that of systaiih partial instance memory, which select
and retain a subset of past training examplesadhem in future training episodes.

2.3. Classification of incremental lear ning approaches

On-line Learning Systems
L | —

- I T
no concept memory partial coneept memory tull coneept memory

/N / el

partial full instance incremental temporal batch meremental

. [ -~
instance memory f 7
|
memory / d
|

IB1 : - : -
IB2 no instance / no instance partial  full instance
2 |

memory i Memory instance MEmory
Memory i
FAVORIT partial  full instance D4 —_— GEM
instance memory LAIR D5

i STAGGER .
MEMory AO-15¢ Winnow HILLARY ITI

DARLING N2 AQI11 FLORAZ. 3.4
AQ-PM a5 Metal(B). MetaL(IB)
AQI11-PM. GEM-PM

Figure 2 A classification of on-line learning systems in term of concept memory and instance memory

On-line learning systems must infer concepts fromangples distributed over time and such
systems can have two types of memory:

* Memory for storing examples

* Memory for storing concept descriptions



A full instance memory is an instance-based mettiat stores all previously encountered
training cases (all examples). Incremental systewite partial instance memory, select and
maintain a portion of the training examples frora thput stream, using them in future training
episodes, for example IB2 stores those exampldsitthraisclassifies. Finally, those systems,
which learn from new examples and then discard tham called systems with no instance
memory.

In terms of concept memory, most systems are falicept memory; they form concept
descriptions from training examples and keep thermémory until altered by futures training
episodes. Some others are partial concept memer{zAYORIT [8] who induces trees from

examples, but maintains a weight for each nodéetree. If not reinforced by incoming training
examples, these weights decay and nodes are rerfrovedhe tree when their weights are below
a threshold. Finally, some learners do not formceph descriptions that generalize training
examples; those are called learners with no cormoeptory, as IB2.

2.4. Current issuesin incremental learning

As it is said earlier, a problem of incrementalrféag occurs if early examples processed by the
system are not representative of the domain onaigy examples. This order dependence will
tend to direct learning away from the required emicso any incremental method will need to
include some examples in a memory to correct fag éffect. Therefore an important issue of
partial instance memory learners is how such learselect examples from the input stream.
Those selection methods can be classified in tlm@e approaches:
» select and store representative examples (neaetiter of a cluster)[9,10]
* remember consecutive sequence of examples oveed fil1] or changing windows of
time[2]
 keep extreme examples that lie on or near the lmexl of current concept
descriptions[7,9]

Along with the ordering effects, incremental leamifrom real-world domains faces two
problems known as hidden context and concept dréspectively [2]. The problem of
hidden context is when the target concept may d&parunknown variables, which are not given
as explicit attributes. In addition, hidden contexbtay be expected to recur due to cyclic or
regular phenomena (aka recurring contexts) [12¢ pioblem of concept drift is when changes in
the hidden context induce changes in the targetegin In general, two kinds of concept drift
depending on the rate of the changes are distingdisn the literature: sudden (abrupt) and
gradual. In addition, changes in the hidden conteay change the underlying data distribution,
making incremental algorithms to review the curnermidel in every learning episode. This latter
problem is called virtual concept drift [2].
There are 2 common approaches that can be apptmgkther to detect changes in the target
concept:
- Repeatedly apply the learner to a single windowahing examples whose size can be
dynamically adjusted whenever target function stadrift (FLORA)
- Weighting the training examples according to theetithey arrive, reducing the
influence of old examples (AQ-PM)
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3. Representative approachesin incremental learning

In this section, we will present different solutsoproposed for incremental learning, as well as the
non-incremental AQ21 algorithm, which is use latermy proposed incremental method. The
way incremental learning is performed depends omtwinds of examples are stored from
previous steps, to use in following steps. It alepends on the algorithm itself, if it use only
examples stored or if it use also previous ruléseaed.

3.1. FLORA family

The FLORA systems, which are designed to learn eytscthat change or drift, select and
maintain a sequence of examples from the inpuaistrever a window of time. These systems
size this window adaptively in response to seve@ahses in predictive accuracy or to increases
in concept complexity, measured by the number afitmns in a set of conjunctive rules.

It also takes the advantage of situations whergéegbmeappears, by storing old concepts of stable
situations for later use. The learner trusts ohby latest examples; this set is referred to as the
window. Examples are added to the window as thayearand the oldest examples are deleted
from it. Both of these actions (addition and dele}itrigger modifications to the current concept
description to keep it consistent with the exampiebe window.

The main techniques constituting the basic FLORAhwoe are representation of descriptions in
the form of three description sets (ADES, NDES, Bp#hat summarize both the positive and the
negative information, a forgetting operator corgdlby a time window over the input stream and
a method for the dynamic control of forgetting thgh flexible adjustment of the window during
learning. The central idea is that forgetting sdquérmit faster recovery after a context change by
getting rid of outdated and contradictory inforroati

In the simplest case, the window will be of fixades and the oldest example will be dropped
whenever a new one comes in. The extensions dé#raing algorithm should decide when and
how many old examples should be deleted from thedew (‘forgotten’) and a strategy that
maintains the store of current and old descriptions

The three description sets are as follow:

» ADES (accepted descriptors) is a set of all deonp that are consistent and it is used to
classify new incoming examples.

* NDES (negative descriptors) is a consistent desonf the negative examples seen so
far. It is used to prevent over-generalization&DES.

* PDES (potential descriptors) is a set of candidasgcriptions, who acts as a reservoir of
descriptions that are currently too general buthilgecome relevant in the future. It is
complete, but not consistent. Therefore it is matglpositive examples, but also some
negative ones.

The algorithm counts how many positive examplescarered by a rule in ADES, respectively
PDES and also the number of negative examples ed\sr a rule in NDES, respectively PDES.
The counters are updated with any addition to et from the window and are used to decide
when to move an item from one set to another, cenmo drop them. In any case, items are
retained only if they cover at least one examplethe current window. More precisely,
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modifications to the window may affect the contehthe description sets by: adding a positive
example to the window; adding a negative examptbe¢ovindow or forgetting an example.

There are three possible cases for ADES when apositive example is added: if the example
matches some items, the counters are simply iner&de otherwise, if some item can be
generalized to accommodate the example without rhewp too general, generalization is
performed. Finally, if none of those previous caaes found, the description of the example is
added as a new description to ADES. For the additiba negative example, same type of
operations are performed, but with the NDES setwainen forgetting an example those counters
are decremented [14].

The only generalization operator used is the drgeiondition rule [15], which drops attribute-
value pairs from a conjunctive description item ara specialization operator is used in this
framework.

FLORAZ2 possesses the ability to dynamically adjlistwindow to an appropriate size during the
learning process, by means of heuristics.

The occurrence of a concept change can only besgdeg. A good heuristic for dynamic window
adjustment should shrink the window and forgot elmples, when a concept drift seems to
occur. Window Adjustment Heuristic decreases thedew size by 20% if a concept drift is
suspected and keep the window size fixed when dineept seems stable. The window size is
decreased by 1 if the hypothesis seems to be easlyestable, but if the current hypothesis seems
just sufficiently stable, the window size is simpéft unchanged. Otherwise the window should
gradually grow, increasing the window size by lfjlunstable concept description can be formed.
A possible concept drift may be signal by a seridwap in Acc (current predictive accuracy) or an
explosion of the number of description items in ADBDifferences between extremely stable,
stable enough and unstable are made by some thdssheer those two mathematical measures
computed on every window.

FLORAS is an extension of FLORAZ2 that stores cots@p stable situations for later use. After
each learning cycle, when the learner suspectsitexiochange, it examines the potential of the
previously stored descriptions to provide bettessifications. Based on the result, the system
may either replace the current concept descriptiim the best of the stored descriptions, or start
developing an entirely new description. The besidaiate is determined through a simple
heuristic measure, which sometimes leads to an pmogpiate candidate being chosen.
Conversely, when a stable concept hypothesis haexs t@ached, it might be worthwhile to store
the current hypothesis for later reuse, unlesstlsealready a stored concept with the same set of
ADES descriptions.

FLORAA4 is designed to be particularly robust widspect to noise in the input data. It uses a
refined strategy based on the monitored predigieformance of individual description items to
deal with the problem of noisy data. FLORA4 drops strict consistency condition and replaces
it with a “softer” notion of reliability or predicte power of generalizations. The main effect of
the strategy is that generalizations in ADES andESDnay be permitted to cover some negative
or positive examples, if their overall predictivecaracy warrants it; and PDES is seen as a
reservoir of alternative generalizations that areognized as unreliable at the moment, either
because they cover too many negative examplegaauise the absolute number of examples they
cover is still too small.
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3.2. AQ family

AQ11-PM is an on-line learning system with pariiatance memory, which selects extreme
examples from the boundaries of induced conceptriggti®ns under the assumption that such
examples enforce, map, and strengthen these boesdar

IB2, one of its precedents, which is presentedch@ riext section, includes an example into its
store if the algorithm misclassifies the exampliieowise discard the example. As the learner
processes examples, most misclassifications o¢dbedoundary between concepts, so IB2 tend
to keep examples near this interface. The differdretween IB2 and AQ11-PM is that the AQ11-
PM use induced concept descriptions to select metrexamples.

Another precedent, the AQ-PM system [7] induceggurom training examples and selects
examples from the edges of these concept deserfptith is a temporal-batch learner, so it
replaces the current rules with new ones inducech fnew examples and those held in partial
memory.

AQ11-PM identifies extreme examples from the tragnset. In the scheme of reevaluating after
each episode, if an example held in partial menfailg to fall on the boundary of the new
concept descriptions, then the example is remadvegicalled implicit forgetting process.

Explicit forms of forgetting can be useful in coxiteof changing concepts for properly
maintaining partial memory and may include polidieat remove examples if they become too
old or if they have not occurred frequently in thput stream.

Next is presented a general algorithm for increeletarning with partial instance memory for
static and changing concepts [7, 13]:

sets of input data at each instance of timet=1...n

concept={}

partial_memory = {}

fort=1...n

if data <>{} then
missed t= find missed_examples (concept t-1, fata
training_set t= partial_memory t-1 U missed t
concept t= learn (training_set t, concept t-1)

© © N o g s~ w DdPE

partial_memory‘ t= select_examples_extreme (trajnset t, concept t)
10. partial_memory t= maintain_examples (partial_memiprconcept t)
11.end if

12.end for

The input to the algorithm is some number of data én), one for each time step; and each data
set has a random number of examples. An incremkaaler uses these examples and its current
concept descriptions to form new concept descrgtiovhereas a temporal-batch learner uses
only the extreme examples and any new training @xasn
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In the set called “partial_memory' t” are selecthdse examples in the current training set from
the boundaries of the concept descriptions. Extreranples can be identified from the current
training set or only among the new examples fromitiput stream and then accumulating these
with those already stored in partial memory.

If a concept drift is detected, old examples magdnt be forgotten and if an example appears
frequently, it should be weighted more heavily tlotimers; those updates are made in the function
maintain_examples.

The learning element of the AQ algorithm begins rapdomly selecting a positive training
example called the seed, which is then generalzasimally so as not to cover any negative
example. Using the rule produced by this procdss,algorithm removes from the training set
those positive examples that rule covers, and tépeeat until covering all positive examples.
Furthermore, this procedure results in a set @srtthat are complete and consistent, meaning that
rules of a given class cover all of the exampleshefclass and cover none of the examples of
other classes.

The predecessor of AQ11-PM, called AQ11l is an esxtenof the AQ system, but rather than
operating in a batch mode, AQ11 incrementally gatesr new rules using its existing rules and
new training examples. AQ11 focuses on a rule ef pbsitive class, if it covers a negative
example then it specializes the rule. After thiatombines specialized positive rules and the new
positive training examples and use them in AQ toegalize. AQ11 retains none of the past
training examples, therefore is a no instance mgrsarner, and relies only on its current set of
rules. Hence, rules will be complete and consistetht respect to the current examples only.
AQ11-PM selects examples near the boundaries ahaept, but uses concept descriptions to
select examples on their boundaries. It is actua 1 with a post-processing step to learning, in
which extreme examples are computed and then iedludthe next training set.

Algorithm for extreme examples selection:
1. for each rule
specialize rule
for each selector in the rule
generalize rule
select matched examples
extreme examples = extreme examples U matched dgamp

end for selector

© N o g s~ w D

end for rule

The specialize operator removes intermediate atwilvalues for each of its selectors and the
generalize operator adds intermediate values @sétector chosen in the specialized rule.

Rules carve out decision region in the partitiomcs rather than partitioning the space like
decision trees. Consequently, there may be nothaleis true for a given instance. Therefore,
flexible matching is used, by computing the degreeatch between the new example and each
of the rules and selecting the highest one.
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From AQ11 the AQ systems were furthermore developexvadays, the last version is AQ21
which perform natural induction, meaning that ibgeate inductive hypotheses in human-oriented
forms that are easy to understand, but it is notnaremental algorithm, it operates in a batch
mode.

AQ21 integrates several new features: optimizeepadt according to multiple criteria, learn
attributional rules with exceptions, generate ojed sets of alternative hypotheses and handle
data with unknown, irrelevant and /or non-appliealdlues.

AQ21 has three modes of operation: Theory Formafidf), Approximate Theory Formation
(ATF) and Pattern Discovery (PD). TF generates isterst and complete (CC) data
generalizations (similar to the AQ11 algorithm). A®ptimizes the CC description to maximize a
criterion of description utility; therefore, it mdye partially inconsistent and/or incomplete, thut i
has the description simplicity. PD produces attidnal rules that capture strong regularities in
the data, but may not be fully consistent or cotgplath regard to the training examples.

RS = null

While P is not empty

Select a seed exampje,from P

Generate a star or an approximate &igr, N)

Select the bedt rules fromG according td_EF, and include them iRS
Remove fronP all examples covered by the selected rules
Optimize rules irRS

Assemble a final hypothesis, a set of alternatiygoktheses, or patterns from all rulesl8

Figure 3 Top-level learning algorithm in AQ21

The above algorithm applies to all three modes,imATF and PD modes at each step of star
generation it optimizes rules according to a rulalidqy measure, Q(w), instead of generating
consistent rules. Thus, the key part of the alboriis the generation of a star G(p, N), for the
given seed(a random positive example) p, agaiesséh of negative examples, N. In TF mode, a
star is a set of maximally general consistentkaitional rules that cover the seed but do not cover
any negative examples, and ATF and PD modes, tee may be partially inconsistent.

In each mode, rules are selected from stars, makigiia quality measure, defined by the user
using a Lexicographical Evaluation Functional (LHEp], a multi-criterion measure of rule
preference, defined by selecting a subset of elaamercriteria from a list of such criteria
predefined in AQ21.[18]

While TF is oriented toward error-free data, ATHnsst useful when a small amount of errors
may be present or the user seeks only approxirbatey simple data generalization and PD where
strong regularities in the data need to be capture.

In TF mode, where consistency must be guarantbedpriogram adds negative examples to the
list of exceptions, if such examples are infrequantomparison to the examples covered by the
rule, but would introduce significant complexity ander to accommodate them. If all exceptions
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from the rule can be described by one conjunctiescdption, such a description is created and
used as the exception part, otherwise, an expBtivof examples that are exceptions is used.

A rule in AQ21 learning uses a richer representat@nguage than in typical rule learning
programs, in which conditions are usually limitedatsimple form
[<attribute><relation><attribute_value>].

Here the basic form of an attributional rule is:

CONSEQUENT <= PREMISE

where both CONSEQUENT and PREMISE are conjunctmiattributional conditions in the
form: [L rel R: A] where L is an attribute, an int@l conjunction or disjunction of attributes, a
compound attribute, or acounting attribute; rel is represented by one of =, :, >, or#, and

R is an attribute value, an internal disjunctionatiribute values, an attribute, or an internal
conjunction of values of attributes that are cdostits of a compound attribute, and A is an
optional annotation that lists statistical inforroatabout the condition (e.g., p and n condition
coverage, defined as the numbers of positive agdtive examples, respectively, that satisfy the
condition).

AQ21 can be set to learn rules with exceptionghénform:

CONSEQUENT <= PREMISE |_ EXCEPTIONA\NNOTATION

where EXCEPTION is either an attributional conjuvetdescription or a list of examples
constituting exceptions to the rule aANNOTATION lists statistical and other information about
the rule, such as numbers of positive and negattaenples covered, the rule’s complexity, etc.
AQZ21 can learn alternative hypotheses in two stiepihe first step, more than one rule is selected
from each star, thus different generalizationshef seed are kept (when k > 1 in the algorithm in
Figure 1). In the second step, these rules arerded together to create alternative hypotheses,
ordered based on user-defined criteria. Detaith®falgorithm for learning alternative hypotheses
are presented in [19].

AQ21 is able to handle data with unknown, irrelevaamd /or non-applicable values.

Unknown denoted by a “?” in the training dataset, is git@@n attribute whose value for a given
entity exists, but is not available in the givenadbase for some reason. For example, the attribute
may not have been measured for this entity, or haaye been measured, but not recorded in the
database. Two internal methods for handling Unknewainies are implemented in AQ21: (L1),
which ignores the extension-against operation @cbgeneralization operation in AQ [18]) for
attributes with missing values, and (L2), whichatee*?” as a regular value in the examples, but
avoids examples with a “?” when selecting seedseM#éxtending a seed against a missing value,
it creates a condition: [#P], regardless of the value of attribute xi in seed.

Not-applicable, denoted by an “NA,” is given to an attribute tdaes not apply to a given entity,
because its value does not exist.

Irrelevant values, denoted by an “*”, indicate that valuessexbut an attribute is considered
irrelevant to the learning problem, to the condefatss) to be learned, or to the particular event.
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The following table summarizes and compares thehoust outlined above, considering the
essential points of algorithms.

Method Type of stored Type of Number of How drift is
examples generalization | user parameter managed
AQ11-PM extreme examples generalizes few hardly detected
located on concepts maximally
boundaries
AQ21 extreme examples depends on average -
located on concepts operation mode
boundaries
FLORA2 a sliding window with | generalizes when few quickly detected
last examples needed
FLORA3 a sliding window with | generalizes when few quickly detected and
last examples needed current concepts
changing
FLORA4 a sliding window with | generalizes when few quickly detected,
last examples needed current concepts

changing and
robustness to noise

Table 1 A comparison between the main incremental methodsepted and the batch mode algorithm
AQ21

3.3. Others

In the following subsection, some others approaetepresented, due to the fact that from each
we use small parts to develop our own approachmHABL family and FACIL we merge the
similarity function with, respectively, the growibf a rule function to create a new way of
computing distance to retrieve border examples. IEAG@N the other hand, along with DARLING
were also studied for their forgetting mechanismppreach, which inspired us in creating our
own.

IBL family

Instance-based learning (IBL) [20] algorithms aexived from the nearest neighbor pattern
classifier. They save and use specific selectddmegs to generate classification predictions.
Most supervised learning algorithms derive genea#ibns from instances when they are
presented and use simple matching procedures gsifglasubsequently presented instances. IBL
algorithms differ from those in the fact that itedonot construct explicit abstractions such as
decision trees or rules. They save examples andpat@msimilarities between their saved
examples and the newly presented examples.
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IB1 algorithm is the simplest instance-based lemyralgorithm. It is identical to the nearest
neighbor algorithm, except that it normalizes ttsilautes ranges, process instances incrementally
and has a simple policy for tolerating missing ealuBelow is presented the IB1 algorithm:

CD < @
for each x € Training Set do
1. for each vy € CD do
Sim[y] < Similarity{x, ¥)
2. Yypax © Some y € CD with maximal Sim[y]
3. if class(x) = class( Yy
then classification < correct
else classification + incorrect
4. CD «~ CD U {x}

Figure 4 IB1 algorithm

The concept description (CD) is the set of savednmgtes which describe the current
classification.
The similarity function used here and also fordaling algorithms (IB2 and IB3) is:

> ¥

i=1

Similarity(x, y) = —

Where examples are described by n attributes, isaadteds. The function f is defined as:

(x —y,)?, numeric attribute

FOx %) (x #Y,),symbolic attribute

Missing attribute values are assumed to be maxyndadfiflerent from the value present and if both
are missing then the function f yields 1.

IB2 is identical to IB1, except that it saves ontysclassified examples. In noisy and/or sparse
databases IB2 performances rapidly degrades congpaoi IB1. In noisy databases, this is
happening because most of the noisy examples @medsias for the sparse database it is because
most of the examples appeared to be near boundary.

Sparse and dense are a property of the values attrdvute. Data is normally stored in a mixture
of sparse and dense forms. If no value exists fiiven combination of dimension values, no row
exists in the fact database; and sparse databasetcm having few combination of dimension
values. On the other part, a database is considerealve dense data if there is a high probability
to have one row for every combination of its asatad dimension.
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CD « @
for each x € Training Set do
I. for each y € CD do
Sim[y] + Similarity(x, y)
2. Yypax  some y € CD with maximal Sim[y]
3. if class(x) = class(y,,)
then classification < correct
else
3.1 classification < incorrect
32CD «~ CD U {x}

Figure 5 IB2 algorithm

IB3 is an extension of IB2 which tolerate noiseethploys a simple selective utilization filter
(Markovitch & Scott, 1989) to determine which oketeaved examples should be used to make
classification decisions.

IB3 maintains a classification record for each saegample (number of correct and incorrect
classification attempts) and employs a significatest to determine which examples are good
classifiers and which ones are believed to be nditge latter are discarded from the concept
description. [Annex1]

From empirical results it is seen that IB3 can gigantly reduce IB1’'sstorage requirements and
does not display IB2’s sensitivity to noise. Furthere, it has improved performances in sparse
databases than IB2.

On the other hand, IB3’s learning performancesighliz sensitive to the number of irrelevant
attributes used to describe examples. Its storageirements increase exponentially and its
learning rate decrease exponentially with increasliimensionality. A possible extension is to
locate irrelevant attributes and ignore them,; thiis effectively reduce the dimensionality of the
instance space.

IBL algorithms incrementally learn piecewise-linegoproximations of concepts in contrast with
algorithms that learn decision tree or rules whagproximate concepts with hyper-rectangular
representations.

A summary of the problems rise by IBL algorithms ¢ sketch as follow:

-computationally expensive (if they save all tramexamples)

-intolerant of noise attributes (IB1 and 1B2)

-intolerant of irrelevant attributes

-sensitive to the choice of the algorithm’s similafunction

-no natural way to work with nominal-valued attribsi or missing attributes

-provide little usable information regarding theusture of the data
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FACIL

Fast and Adaptive Classifier by Incremental Leagn{RACIL) is an incremental rule learning
algorithm with partial instance memory that prowda set of decision rules induced from
numerical and symbolic data streams. It is basetiltening the examples lying near to decision
boundaries so that every rule may retain a pagicsgt of positive and negative examples. Those
sets of boundary examples make possible to igradse falarm with respect to virtual drift and
hasty modifications. Therefore, it avoids unnecgssavisions.

The aim of FACIL is to seize border examples up tbreshold is reached. It is similar to AQ11-
PM system, which selects positive examples forlibendaries of its rules and store them in
memory; but the difference consist in the fact tRAICIL does not necessary save extreme
examples and rules are not repaired every time Hempme inconsistent(they cover negative
examples as well).

DEFINITION 1 (GROWTH OF A RULE). Let r be a rule
whose antecedent is formed by m conditions I,;. Let e =
(z,y) be an example. The growth G(r,z) of the rule r to
cover the point x is defined according to Equation 1:

Xﬂ
Glr,a) = AT ) ] (1)

May,Li), of Aj s numerical;

A(T..x:) = : 2

Al =5) Ny, L), if Aj is symbolic. (2)

dles, L) = minl| La —25 |, 38— Lie |); (3)
1 . -

g Ty — P& Y% ¢ .

al(x; . I3) 0, e L (4)

Figure 6 FACIL—growth of a rule

In the above definition is computed a distance betwthe rule r and the example e. There is just
a notation which is not explained in the figureisi DA which represent the cardinal of the

symbolic attribute doma Aj

This approach stores 2 positive examples per negakiample covered by a rule. It has no global
training window used; each rule handles a diffesattof examples and has a rough estimation of
the region of the space that it covers. If the suppf a rule is greater than a threshold, than the
rule is removed and new rules are learned fronsetsof examples covered. Examples are also
rejected when they do not describe a decision baynd he algorithm uses 2 different forgetting
heuristics to remove examples so that it limitezltiemory expansion:
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-explicit:
Delete examples that are older than a user detimeghold

-implicit:
Delete examples that are no longer relevant as dloegot enforce any concept
description boundary

DARLING

Density-Adaptive Reinforcement Learning (DARLINGYO] is identifying regions of the
parameter space where the lower-bound probabilitguzceeding is above some minimum
probability required for the task. It produces assification tree that approximates those regions.
DARLING algorithm is inspired from decision treepapaches and it has a technique to delete old
examples using exponential weight-decay basedr@aegest-neighbor criteria.

The weight of an example is decayed and deletedwihgpoes below some minimum value, and
is superseded by the newer example that led tdeiistion. New observations decay only their
neighbors.

In order to store only a bounded number of exampleany given time, DARLING uses a
mechanism which delete old examples. This mechargsmplemented by associating a weight
to each example. Each weight is decremented aegraportional to the number and proximity
of succeeding examples to the corresponding exargfen a given example’s weighting falls
below some threshold value, it is deleted fromi¢taening set.

3.4. Conclusions of previous work

To briefly recapitulate this chapter, | will sholetmost important characteristic of each approach
presented above.

In FLORA the general approach assumes that onlyatiest examples are relevant and should be
kept in the window and that only description iteamsistent with the examples in the window

are retained. This may lead sometimes to errondeletion of concepts descriptions that are still

available.

The incremental approach of AQ systems stores aisleful concept description and it also keep
older examples, which are located on concepts ighiser borders, than FLORA does. Therefore,
results of AQ11-PM are generally increased thasdhad FLORAZ2 [1].

Despite those favorable results, it has some dasadges. For instance, extreme examples may
cause overtraining, so the rules while simplerrayeas general and it also has not incorporated
any adaptive forgetting mechanisms.

IB systems do not form concept descriptions thategaize training examples. They just keep
specific examples, which are used directly to fgmadictions, by computing similarities between
those saved examples and the newly ones. Thos®amb@s are expensive computationally
algorithms and they depends on their similarityction.
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FACIL is similar to the AQ11-PM approach, just thatstores both positive and negative
examples, which are not necessary extreme. Furthvernit does not repair rules each time they
become inconsistent. But, the main disadvantaghisfalgorithm is the presence of many user
defined parameters, which are not so easy to tune.

DARLING is creating a classification tree, which keathis approach a computationally
expensive one. The interesting feature owned lsyalgorithm is its forgetting mechanism, which
delete old examples based on proximity exampless Tachnique incorporates a small
disadvantage, by the fact that some outdated ctsmoegoy not be deleted if the drift is sudden.

Incremental learning is more complex than batchnieg, because learners should be able to
distinguish noise from actual concept drift andcgly adapt the model to new target concept.
Incremental learning was studied in this paper bseahere is no need to re-examine all the
instances at every learning step. Furthermorejgbamemory learners were searched, because
those notably decrease memory requirements andingatimes. As a drawback, they tend to
lightly reduce predictive accuracy.

4. Contribution

This chapter presents the framework on an insta@ased learning algorithm, with partial instance
memory, which extends the AQ21 algorithm by transiag it into an incremental approach. As
we presented in chapter 2, the main issue is t@tepthe Manage YourSelf project’'s module,
which is capable of learning from smartphone’s getegl reports. Our proposed approach is an
attempt to map on Manage YourSelf current issueeb#tan previous works.

As devices may be upgraded in terms of softwareramdware, concepts could change in time
and we need to track those concept drift. Hencepmposed method is also an attempt to pursue
changes in concept description.

4.1. Overview of the internship

It is needed an approach to upgrade the curressiilzation method used on the server module of
the Manage YourSelf project.

Therefore, the task studied in this internshipupesvised learning or learning from examples.
More specifically, we focus on the incremental dmah the only input is a sequence of examples.
In the context of Manage YourSelf project, thosaregles are functioning reports generated by
each smartphone or PDA of the mobile fleet.

As reports came to server at regular intervalsimit in sets of different size, the formal
incremental approach, which imply to modify the remt concept description for each new
incoming example, is not suitable for our needs.

Knowing the previous fact and that we want an updte concept description for the crash
functioning reports, the learning process shouldnbee a batch learning algorithm used in an on-
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line fashion. It is an online process learning, vid@ble to modify the set of rules each time a
new set of reports is received.

Below | present what motivated this work and whaie the challenges raised by classifying
smartphone’s functioning reports.

4.1.1. Motivation

The Manage YourSelf project needed an upgradestmdadule of classifying functioning reports
generated by the fleet of smartphones and PDA’s ahthe study of previous works didn'’t
mapped well on the present configuration of thejgmto Our work is an attempt to create a
framework which maps better on Manage YourSelfenirrssue.

It is needed only consistent rules of crash repprissented in a form resembling natural language
description. It is due to the fact that in thedaling module of Manage YourSelf project, a human
expert will use those to create rules of crashemeun.

Therefore, our approach is based only on consistamtept descriptions, expressed in way easy
to understand and interpret. A rule is said coasisivhen it does not cover any negative example.
The aim is to retrieve a part of consistent rulésctv cover the majority of crash report examples
and to model those in a conjunctive normal form EER2].

In addition, we are talking about long-term moniigrand here, it is impossible to store all
reports because of the fact that the report dagavdlsgrow fast and we could not have an infinite
storage. Along with the increase of reports stotlegl learning time will also increase significantly
and our aim is to have a constant learning time.

4.1.2. Challenges

As the system must operate continuously and prdoéssnation in real-time, memory and time
limitations make batch algorithms unfeasible du¢h® amount of data received at a higher rate
than they can analyze. Therefore, to achieve tbal gve must take in count only few old
examples.

So the first challenge is to reduce the storageireapents and the processing time, but if we
would consider only the new income examples, therare likely to obtain erroneous rules due to
noise and unreal drift.

The examples between classes, also known as bmmdsr are the only ones needed to produce an
accurate approximation of the concept boundary.dther examples do not distinguish where the
concept boundary lies. Therefore, a great reduatiostorage requirements is gained by saving
only informative border examples. Unfortunatelyjstiset is not known without complete
knowledge of the concept boundary. However, it barapproximated at each learning step by
examples lying on current concept description bauied.

Furthermore, real-world data streams are not géstbiia stationary environments, this involves
the need to track drift concept and repeatedly Hange the current target concept. Hence,
incremental learning approaches are required faactiag changes in the target concept and adapt
the model to the new target concept. To achieveecbiconcept description, without regarding
outdated examples, which leads to erroneous rulegjsed the approach of applying weights to
training examples according to the time they adiuethe system. This method is reducing the
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influence of old examples in time and it is caléegartial instance memory method, which implies
an explicit forgetting, involving age forgetting oeanism.

Hence, is required a classification system basedlemision rules, that may store up-to-date
border examples to avoid erroneous rule detectioit@track concept drifts.

4.2. Simulation of input data

For generating input data, it was used a data sitmuimade by a group of INSA students, last
year, with a batch of modifications to fit with omput data needs.

Presenting smartphone models used

Through this program, some smartphones behaviorsivaslated. We had chosen 8 different
types of smartphone’s models: Galaxy Mini, GalaxXd; Eperia Pro, Xperia Mini, IPhone S4,
Omnia7, Lumia 900, Lumia 800; from 4 different bllanSamsung, Sony, Nokia and Apple.
Which incorporate 3 different types of operatiorsteyn: Android, I0OS and Windows Mobile
Phone.

Type of Operation System | Brand Model
Android Samsung | GalaxyMini
Galaxy S2
Sony Xperia Pro
Xperia Mini
10S Apple IPhone 4S
MicrosoftWindowsPhone | Samsung | Omnia 7
Nokia Lumia 900
Lumia 800

Table 2 Criterions to divide and characterize the fleesmirtphones

Presenting smartphone attributes

Each model of smartphone has its own charactesishiome of those were accurate taken from an
internet website [23] which has an up-to-date datalnf mobile features. Others were computed
to be proportional with those characteristic to thedel GalaxyS, of the Samsung brand,
operating on the Android operating system. Thosgpgutionalities were made because we
couldn’t find nowhere some features that we condialde important and also because for Galaxy
S we had the exact values of those features, bysumieg these directly on a Galaxy S
smartphone through a set of specific applications.

Among the accurate characteristic found on the wekge used: memory size (RAM and ROM),
battery amperage and battery life on stand-by &swan talk time.

One of most important characteristic that we cagrsidut we couldn’t find anywhere, is the initial
memory, both for RAM and for ROM, which we approzit@ by making a proportionality with
the initial memory of the Galaxy S. This initial mery is the size of memory employed for the
operation system installed on the smartphone ante dew application which came with it and
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are opened each time the system reboot. The RAMisitaking this value each time is simulated
a reboot or a shut-down of the smartphone operatystem. The ROM size, in the other hand, is
taking this value only one time at the simulatiterts

There features are presented in the following taBtefor the ROM memory we have chosen
randomly one of the possible values when the mddglosed of an option list, it is presented in
the table by bolding the chosen values.

Model OS version | RAM size | RAM ROM size | ROM Battery Stand-by | Talk
initial initial time
Galaxy S Android 2.1 | 512 MB 190 MB | 2000 Mb 300 MB | 1500 mAh | 750 h 810 m
32000 MB 45000 m
GalaxyMini | Android 2.2 | 384 MB 150 MB | 160 Mb 300 MB | 1200 mAh | 600 h 600 m
2000 Mb 36000 m
32000 MB
Galaxy S2 Android 2.3 | 1000 MB | 320 MB | 16000 Mb | 600 MB | 1650 mAh | 710 h 1100 m
(i9100) 32000 MB 42600 m
Xperia Pro | Android 2.3 | 512 MB 200 MB | 320 Mb 400 MB | 1500 mAh | 430 h 415m
1000 MB 25800 m
8000 MB
32000 MB
Xperia Android 2.3 | 512 MB 200 MB | 512 MB 300 MB | 1200 mAh | 340 h 270 m
Mini 2000 MB 20400 m
4000 ViB
32000 MB
IPhone 4S | 10S5 512 MB 250 MB | 16000 Mb | 500 MB | 1432 mAh | 200 h 840 m
32000 MB 12000 m
64000 Mb
Omnia 7 MWP 7 512 MB 220MB | 8000 Mb | 400 MB | 1500 mAh | 390 h 340 m
16000 Mb 23400 m
Nokia 500 | Symbian 256 MB 170 MB | 512 MB 300 MB | 1110 mAh | 500 h 420 m
Anna 2000 MB 30000 m
Lumia 900 | MWP 7.5 512 MB 200 MB | 16000 MB | 350 MB | 1830 mAh | 300h 420 m
18000 m
Lumia 800 | MWP 7.5 512 MB 200 MB | 16000 MB | 350 MB | 1450 mAh | 265 h 780 m
15900 m

Table 3 Smartphones characteristics

From previous characteristics we have extractedesattributes which are used to simulate
smartphone behavior, we called those general atérsh

Brand

Model

Type of the operation system
Operation system version
RAM size

ROM size

ok wnNE
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7. Battery level
8. RAM level of usage
9. ROM level of usage

First 6 attributes are the ones retrieved fromdheve tables. The battery level represents the
percentage of battery life remaining. The levelusfge of the RAM memory is the number of
thousandth parts from the RAM memory used and #wvellof usage of the ROM memory
represents the number of MB used from it.

Presenting smartphone applications used

Besides those attributes, there are also attribotethie type application, which specify if an
application is running or not. Those attributesiarthe form of app_[name_of _application]. The
total number of possible applications is 32. Thaselisted below:

1. Appli_ GSM 17.EffaceMemoirePhysique

2. Appli_Call 18.Recharge

3. Appli_GPS 19. Appli_Voluml

4. Appli_WIFI 20.Appli_Volum2

5. Appli_Camera_video 21. Appli_Volum3

6. Appli_Camera_photo 22.Appli_Volum4

7. Appli_vibration 23.Appli_Luminosityl

8. Appli_Clock 24. Appli_Luminosity2

9. Appli_syncro 25. Appli_Luminosity3

10. Appli_Bluetooth 26. Appli_Luminosity4
11.Appli_IGO 27.Appli_Incompatible_MicrosoftWindowsPhone
12. Appli_Birds 28. Appli_Incompatible_Android
13. Appli_Music 29. Appli_Incompatible _10S

14. Appli_Skype
15. FuiteMemoirePhysique
16. FuiteMemoireVive

30.Appli_Incompatible_Omnia7
31.Appli_Incompatible_Telephone
32.Appli_Incompatible_Apple_GPS

Each application has its own characteristics almawt much and what exactly is using from a
smartphone properties. We have measured for sopleappons how much RAM they used on

the Galaxy S and we assumed that the same is aseddh other model type. After that we have
made the translation in per thousand from the ®#\1 size of each model [Anexel].

Smartphone\Application | Stand- | Talk- | Skype | IGO | Music | Birds | WIFI Camera
by time Video |Photo
GalaxyS 5 5 16 35 |13 11 5 15 ‘ 5

Table 4 How much RAM in MB smartphones use for some applications

For the usage of the ROM, we assumed that onlyalhewving application are increasing it and
that for all smartphone’s models those applicatiom taken the same number of MB. The table
below presents the amount of MB occupied by thpgdiations each time they are turned on.
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Application ROM used(MB)

Appli_Bluetooth 15
Appli_syncro 30
Appli_Birds 1

Appli_Camera_video | 25
Appli_Camera_photo | 5
FuiteMemoirePhysique 50
Appli_Clock 1

Table 5 How much ROM in MB smartphones use for some applications

The only application which release ROM memory ifaE&MemoirePhysique, which discounts
from the ROM used 50 MB.

Besides the amount of memory used, applicationsase using battery. We had measured for
some application in how many minutes a percentatfeby is used on a Galaxy S and made
proportionalities for others smartphones modelsedsw.

Smartphone\Applications | Stand- | Talk- | Skype | IGO | Music | Birds | WIFI Camera
by time Video |Photo
GalaxyMini 360 6 2 3 35 5 20 1 2
Galaxy S2 426 11 3 5 60 7 30 1 2
Xperia Pro 258 4 1 2 15 2 10 1 2
Xperia Mini 204 3 1 1 20 7 10 1 2
IPhone 4S 120 8 2 4 30 5 20 1 2
Omnia 7 234 3 1 1 25 2 10 1 2
Lumia 900 180 4 1 2 36 2 20 1 2
Lumia 800 159 7 2 2 33 5 20 1 2
GalaxyS 450 8 2 3 30 5 20 1 2

Table 6 In how many MINUTES should we discount 1% from battery, for some application per
smartphone model

The functioning of a simulated application is désed in Annex2.

Applications attributes specify which applicatioare active and which are inactive. They are
symbolic attributes, having just 2 options: runnamgl notrunning.

And finally, there are two other attributes, calle@sh attributes: crash and the type of crash.
Crash is giving the state of smartphone, it is al8an attribute: false is for normal behavior and
true is for a crash. The other attribute is giving reason of the crash (memory full, battery empty
or application crash).

As listed above, attributes are both numerical ayibolic and describe smartphones current
characteristics and the list of applications rugron those.

A total of 88 phones where simulated during a merd a month. Each model includes 11
smartphones, which are differentiated by an atteilmalled numero, that represent a fictive phone
number. Each smartphone model has its own rulesash behavior as seen in Table8. Those will
be the rules that we expect to extract after theemental learning process.
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Presenting smartphone ssimulated examples

Each example simulated is represented by a sétritifude-value pairs. All examples are assumed

to be described by the same set of attributesta#l & n equal 44 attributes exists, which include

general attributes, application attributes, cra#inibates and the attribute which make the

difference between smartphones: numero. In ourcambr missing attributes are tolerated and

their value are marked by “?”. Those missing attiéls could be found in case that from a specific

type of smartphone we are not able to read itsevahd also in case when we merge two sets of

examples from two smarphones having a differert disapplications installed, because for

missing application the value is set as unknownrastdis not-running.

This set of attributes defines a n-dimensionalans¢ space and exactly one of these attributes

correspond to the class attribute. A class is @fall examples in a instance space that have the

same value for their class attribute. In this wonle assumed that there is exactly one class

attribute (crash) and that classes are disjoint.

The simulation was based on some rules describmgrash behavior for each model type. Those

rules are classified in five distinct categories:

general rules: these rules are applied to afletw

operation system rules: represents rules applygon a specific operation system

band rules: are those rules who mapping on adbra

model rule: are rules existing only on certamadel

specific telephone rules: are rules that castea all smartphones just that only for few
telephones those are presented

In Table8 are shown, for each model, rules thabpmied on a smartphone model to simulate his

behavior. Each model has 10 smartphones simulatadive first 4 types of rules crash behavior

and only one smartphone having all rules applidohs€ rules are the one that are expected to be

found after applying our incremental learning aggig but as the simulator does not generate all

possible combinations of attribute values and floeeewe have a sparse database, we do not

expect to find exactly those simulated rules. Hosvedue to this sparse data obtained, we expect

to achieve rules that represent specializatiotbade crash behavior rules for the simulated input

data.

The simulation is generating in 30 days of simolatior each smartphone, approximately 1600

nominal functioning reports and 200 crash repathich give a total of almost 1800 functioning

reports per month for a smartphone and for alfigwet there is a total of 156945 reports.

In the table below all functioning reports are dmahand presented in diverse forms:

Reports Type / Model Nominal functioning Crash Total
GalaxyMini 17666 1399 19065
Galaxy S2 18156 1501 19657
Xperia Pro 18304 1406 19710
Xperia Mini 18304 1377 19681
IPhone 4S 18304 1329 19633
Omnia 7 18304 1409 19713
Lumia 900 18304 1343 19647
Lumia 800 18415 1447 19862
All models 145757 11211 156968

Table 7 Smartphones functioning reports simulated
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Phone applied General Operation System Brand Model Specific Telephone
\ Rules Type
1.GalaxyMini 1. If battery < 3% then crash 1If 2. If Appli _GSM open and 1.If
lowbat Appli_Incompatible_Android Appli _WIFI open and Appli Appli_Incompatible_Telephone
2. If memoryRAM> 95% then open and OS =Android then _GPS open andbattery< 10% | open then crash applicrash
crash memoiresat crash applicrash and model =GalaxyMinithen
3.If memoryROM> ROM size — crash lowbat
1000 MB then crash memoiresat
2.Galaxy S2 -1 |- 1.If -1 |-
Appli_Incompatible_Android
open and OS =Android then
crash applicrash
3.Xperia Pro - - 1.If 1. If battery < 8% and - |-
Appli_Incompatible_Android brand=Sony then crash
open and OS =Android then lowbat
crash applicrash
4 Xperia Mini - - 1.If 1. If battery < 8% and -1 |-
Appli_Incompatible_Android brand=Sony then crash
open and OS =Android then lowbat
crash applicrash
5.IPhone 4S - - 2.If Appli_Incompatible_10S 2. If Appli _GPS open and -~ -
open and OS =I0S then crash Appli_Incompatible_GPS
applicrash open and brand =Apple
then crash applicrash
6.0mnia 7 -] ]-- 3.1f Appli_Incompatible_ MWP 1If -] ]--
open and OS = MWP then Appli_Incompatible_Omnia
crash applicrash open and model =Omnia7
then crash applicrash
7.Lumia 900 - ]-- 3.1f Appli_Incompatible_MWP - ]--
open and OS = MWP then
crash applicrash
8.Lumia 800 -1 |- 3.If Appli_Incompatible_ MWP -1 |-

open and OS = MWP then
crash applicrash

Table 8 Rules of crash behavior for simulating input data
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4.3. Architecture of the algorithm

Choosing the learning algorithm

We preferred rule induction because the whole sespace is not modeled and the new queries
are classified by voting. Therefore, comparingtttecs approaches, it decreases the learning time.
Our approach of an incremental supervised learalggrithm follows the work of Wojtusiak et
al. [16, 17, 18]. We extended the AQ21 algorittmich is a batch learning method, into an
incremental approach. Our algorithm is similar tQA-PM, just that it uses a more complex
basis algorithm (AQ21) and examples are saved lrygusur own distance function, which
measure the distance between examples and corespigdion. Moreover, a functioning version
of the AQ11-PM algorithm couldn’t be located atstmoment. Hence, due to existence of so
many useful features that AQ21 owns, including fiet that concepts description are expressed
in a easy way to understand and interpret, we lnadidered that it is the best solution to be
chosen, for the basis algorithm need for our praces

As it is not an incremental learning algorithm, Wwad to integrate it into a more complex
architecture, which will run as an incremental ta&ag approach. Rules learned will be used to
filter old examples, so there are only some exampéyed and used into future learning steps to
describe future concepts.

In this work, we assumed that there is exactly dass attribute (crash), which classify examples
just into two possible classes (crash and non-grasid that those two classes are disjoint.
However, AQ21 algorithm is able to learn multippmssible overlapping concept descriptions
simultaneously, but for our application this AQZhture was not necessary.

The output of our proposed method is a conceptriggien for crash examples only. This is a
function that maps examples to classes: crash anetrash. Those examples which are covered
by any concept description rule is consider to loeagh report examples and all others examples
which didn’t map on any existing rule of the cortcdpscription are consider to be non-crash
examples, in other words nominal functioning rexamples.

We had started with an instance based approaethioh general architecture is presented below:

1 i |
E 1 **T‘— R
*
E+.1
Y
' ¢— R,
| ;
E:
Figure 7 The general architecture of our proposed approach
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WhereE;_; andE; consist in the set of all new incoming exampléshe t-1 learning step,
respectively the t learning steR;_; and R; represent rules learned in the t-1 learning step,

respectively the t learning step. And finallff{_,is the set of saved examples from the t-1
learning step to be used in the next one, thermileg step.

The point number one corresponds to the processeletting examples to be stored and the
second one to the classification process made WB1AQ

Therefore, after achieving the concept descripbban incremental learning step N-1, we use
those rules to filter the training examples of tid step. We are calling these examples, kept
after filtering, band border examples. They aré¢hier more used, by being included in the next
learning step. Along with the new incoming examptasy are forming the training set examples
for the N incremental learning step.

Our proposed approach consists in having few nfegonework components:
- Classification basis algorithm
- Distance function
- Selection of examples

- Forgetting mechanism

Classification basis algorithm

As we had presented before, the classificatiorskalgorithm is the AQ21. As input it has a batch

of training examples and it yields a set of ruleBedd concept description. Each rule has several
parameters attached and a set of positive exaroplered only by it. Among parameters there

are few really important such as: the total nundfezovered examples, the number of examples
covered only by the respectively rule and the caxip} of the rule.

For the running parameters we had to choose taot usehe TF mode, because this mode is the
one that give us only consistent and complete qundescription. All others parameters can be
found in [Annex3].

Distance function

The distance function computes the distance betwdesining example and a rule of the concept
description. It was inspired by the similarity ftion used in IB approaches and the growth of a
rule equation from FACIL.

For an input, which includes an example and a afiléhe concept description set, the output
provides the distance between it those. Therefoyeelds a numeric value.

The equation used to compute the distance betwegle & formed by m conditions notegdand

an example e(x, y) is presented as the below fomdiiist(r,e). Each condition; is a value
restriction evolving one attribute. A restricti®having one of the following forms: (attribute cdt
value) or (attribute between lower bound value apger bound value), where cdt is one of =, >,

31



<, >=, <=, <>, In the first form conditiot is the value and in the second one it is fornzpyand
cin Which represent those values of lower bound,eesgely upper bound.

m
dist(r,e) = Z d(ci,x;)
i=1

The function d is measured according to the attelsuype:

min{(c;,, — x;), (c;; — x;)} normalized ,if c; € N
—|(xl- € Cl'), lf Ci €S

d(c;,x) ={

where N is the set of numeric attributes and $assiet of symbolic attributes. Accordingly, for a

symbolic attribute the distance is equal to zerhéf example value is contained inside the list of
possible attribute values that the rule has, otisen is 1. On the other hand, if the attribute is
numeric we compute a distance between the exanailie and the nearest bound value shown in

the rule and then we normalize it. Therefarg, represent the upper bound ang the lower
bound of the rule numerical attribute valrje

In the case that the example does not have a kmaue for that attribute, we considered the
distance to be equal to 1000, which make the examgui to be considered as a band border one.

Selection of examples

In an online learning context, we must considerféio that there is no infinite storage capacity.
And even if would exist, the learning time wouldrease at infinite along with the increase of the
storage space. So, as we expect the learner toahBinge memory and a constant learning time,
in order to store only a bounded number of exampleany given time, the existence of a
forgetting mechanism is implied.

The module of examples selection decides which gi@mmust be maintained and included in
the training set of the next learning step. Thautrgd this framework component includes a batch
of examples along with them computed concept datsen and it yields a smaller set of examples
filtered from the above batch.

The aim is to store up-to-date band border exampldsand border example is an example of
which the distance between it and a rule of thecepthdescription is less thaneathreshold,
which is a user defined parameter.

Our approach is similar to AQ11-PM in terms of sgvborder examples, just that we store both
positive and negative examples on concept deswnigtithicker borders, of widtle. If we

considere equal to zero, then positives stored examples angally the extreme examples
presented in the AQ approaches.
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As seen from the description of the architecturesented above, our approach is a no concept
memory, but a partial instance memory. Therefdrdiffer from all approaches mentioned before
in section 3, except the IB family, in that rules aot stored and are not repaired every time they
become inconsistent, but at regular interval oktim total new concept description take the place
of the previous one. The new concept descriptioty malude some exact rules of previous
concept descriptions, but it is not compulsory.

Consequently, at each learning step the new cordesatription is derived only from the new
income examples and stored band border examples.

To be able to select band border examples, firssavted the rules obtained in the current concept
description descending by the number of example®red only by each rule; which we call
number of distinct examples covered; than by thal totumber of covered examples and finally
ascending by the complexity of rules.

From this ordered list of rules we make 2 differsts by splitting it into a list A, which contan
rules having the number of distinct examples cavereer a threshold, and a list B, which
contains all the other rules. Thehreshold is a user defined parameter of whichiaito divide
rules into general and specific. We consider atwulge specific if it covers only few examples.
From the rules list B we save all examples of #liahed sets of positive examples covered and
from the rules list A we save only those examp#agnlg on the concept description’s borders.
That means we compute distances between ruleshemddttached sets of positive examples
covered and we keep only those examples havingdigtance below the& threshold, those
represent positive band border examples. Furthenwee compute distances between those rules
and all the negative examples from the currenniingi set and we also keep these examples

having the distance below thdghreshold and these represent negative band bexdemples.
The idea of keeping all examples having the digdower than the threshold is not enough

because we can choose wrongly thealue and therefore to be forced to store all mog
examples. Hence, we fix a maximum number of stewemples for both positive and negative
ones; and so we have a bounded storage space.

Therefore, after achieving those sets of exampyessing the distance function, they are filtered
in order to keep the storage space limited at aiimax bound. Each set is ordered ascending by
each rule distance value and examples are stotédimits of maximum possible stored positive
(ki), respectively negative examples (ke) are redch

For getting mechanism

An important assumption taken by many learning eshis that the concept to be learned is
stationary over time. By stationary, we mean thatdoncept description which maps examples to
outcomes is unchanging. A non-stationary conceptlEa manifested in terms of time varying
state-transition functions.

In artificial neural-network approaches, weighte apdated on-line and non-stationary presents
less of a problem, since the weight updating rwék eventually change weights so that they
minimize prediction error on the most recent seinabming examples. The problem is more
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acute in cases where a memory-based approachafnig is used and stored examples are used
directly to form predictions, such as nearest-neightree based and rules-based approaches.

In the non-stationary case, the learning set wall dignificantly biased by the representative
examples from old concepts, currently inexistehergfore, a distinction should be made between
learning systems in a domain with stationary cotgeprsus learning in a domain where concepts
may change. In the second case, we should takensideration the need of old examples
deletion.

Considering the above needs, the first method ltbewamples deletion of which we thought was
to apply a weight to each example according to theming time and anytime we increment into
the learning step algorithm that weight is alsoreneented. When it pass over a threshold, the
respectively example is erased from the memory.

Accordingly, a forgetting mechanism was implemerigdssociating a weight, which we named
age, to each example. Each age is incrementee isattme time with the learning step and when a
given example’s ageing passes over a fixed thrdsdge forgetting value, which is a user defined
parameter, the respective example is no longengakito consideration for future learning sets.
This mechanism is acting as a sliding window likese described in FLORA systems, just that it
has a basic form and at this moment is not usiggcamplex algorithm.

In this way we want to avoid the detection of agous concept descriptor in presence of
concepts drifts and to track all existing drifts.

Hence, the distance function, the forgetting merdmanand the concept description updater
determine which of the current training examplesusth be stored and used in the classification
basis algorithm to predict future concept desaii

4.4. Empirical evaluation

In this subsection we provide, explain and analgze trials made with our proposed approach.
For each is described the data input model usedasmdiven some conclusions involving the
empirical results.

All experiments were made on a PC with a 3 GHz @RY 6 GB of RAM running Windows 7.
Each of these experiments is totalizing a humbeappiroximately 160 000 incoming examples
processed. Furthermore, we are considering that rainthose experiments has any noisy
examples.

4.4.1. Age by age

In this first set of experiments, we consider thatconcept drift is present in data. On following
lines | will describe the input used for this expent, or better said the arrangement of training
examples in such a way that no concept drift isgme

The experiment consists in 6 steps of incremeptining; each one is including a part of every
simulation of all 88 different phones, during appnoately 5 days.
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Thus, each month’s simulation of a smartphone genemted into slices of 350 reports and each
slice is assigned to a single learning step. Thissgapproximately 30.800 new incoming reports
per learning step.

Mixing in this way the simulated reports we achievetationary environment in which concept
description never change.

Details of our incremental learning steps

For the first incremental step AQ21 learn from fil&t set of new generated incoming reports and
for all the following steps as input, besides tha/rset of incoming examples are the band border
stored examples from previous learning steps, waielsaved as explained in the previous

subchapter. Those two sets of examples are meogether to give the new set of training
examples that is applied to the AQ21 algorithmthar respectively learning step.

Examplesi-1 |_ Rulesi-1

Selected examplesi

Rulesi

MNew examplesi

Figure 8 Detailed architecture of our approach

L earning time and stor age requirements of our incremental process experiments

From empirical results, of the few experiments madach are presented in Table 9 we can
observe that the learning time per step is abouhi2®tes when storing on average 2755 of
previous encountered band border examples ancethe@nived incoming examples are usually
estimated at 30.800.

Comparing with the non-incremental process, whadte$ almost 60 minute to run and has
approximately 156.968 input examples, we had dishitihe learning time nearly 3 times and the
required memory with 80% . We could see from tH¥ang table that learning time and also
the storage requirement tend to stay almost condtanwe think that by modifying the
maximum storage of positive and negative old basrddr examples (Ki and Ke limits) those
could grow a little, keeping the performance.

Therefore, our goals of the reduction and the neaismice of a constant learning time and a
storage space are well achieved.
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General resultsof incremental processin a stationary environment

No |6 € Ki Ke Time Time last Mean Mean Mean of stored | Number of Total Precision | Recall

incremental | positive | negative | examples important number of

step rules (type A) | rules
1 25 0 250 | 250 | 111 m20s | 19m38s 1229.6 | 904.5 32934.1 19 41 56.47% 93.22%
2 25 0 100 | 100 | 101m4ls | 13m23s 864.8 508.5 32173.3 17 40 97.99% 92.53%
3 30 0 300 | 300 | 118 m37s | 25m4 sec 1438.8 | 12243 33463.1 25 43 98.56% 96.30%
4 30 0 100 | 100 |97 m40s 11m19s 880.8 499.8 32180.6 19 42 98.77% 93.66%
5 30 0.5 | 100 | 100 | 106 m52s |18 m27s 1467.8 | 1984.8 34252.6 20 57 99.00% 96.29%
6 25 0.5 | 250 | 250 | 143m29s [31m35s 2359.4 | 3859.5 37018.9 29 62 99.67% 95.07%
7 30 0 250 | 250 | 110m6s 32m3s 1359.5 | 1018.6 33178.1 22 47 42.05% 95.93%
8 25 0 300 | 300 | 119m42s | 20m55s 1538.8 | 1205.5 33544.3 14 44 98.87% 93.91%
9 30 1 100 | 100 |106m1s 24m8s 1457.8 | 2644.1 34901.9 26 60 99.65% 95.29%
10 30 0 50 50 109m47s | 15m37s 665.3 306.2 317715 20 43 98.07% 94.01%
11 - - - - unknown 60 m - - 156968 12 24 100% 97.36%

Table 9 Age-by-age empirical results

Column time shows the time in minutes and secopédston building the model and the mean of stoxedngles, both positive and negative,
used for a learning step is indicated in columnam@ositive, respectively mean negative. Firstrwolsi calledd, ¢, Ki, Ke and Age, represent
the user defined parameters, explained in the pusvsubchapte#: for splitting rulesg for the width of the band border concept descrjg{o
and Ke for explicit limitation of the maximum padske number of stored band border positive and sy negative examples and Age for
the weighted forgetting approach.

The last line represents the non-incremental peorason the same data input as all precedentrireat&al tests.
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Precision and recall performances obtained

Further, we focus on analyzing the obtained resultsrms of precision and recall.
The precision is the fraction of retrieved instamtieat are relevant, in other words it represeat th
percentage of crash examples covered by our achieles from the total of covered examples.

_ {crash examples} n {covered examples}

{covered examples}

While recall is the fraction of relevant instantieat are retrieved, the percentage of crash
examples covered by our achieved rules from tred toash examples.

_ {crash examples} N {covered examples}

{crash examples}

Both are computed among the set of all simulaxedngles according to rules achieved in the
last incremental step.
From those experiments, results positions are dialvave into a precision-recall graphic:

Precision-Recall

N S —— —
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e s s S

- S T S S—
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Frecision

D f----m--- S e s bttt i
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D e eemeee desenrean e sy s i

Recall

Figure 9 Age-by-age in Precision-Recall graphic
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User defined parameter analysis

The9 threshold

In the pairs 2, 4 and 3,8 the precision increaskeimpair 1,7 it drops. It is normal the preciston
drop when we wrongly position the threshold anddna general rules by considering those as

being specific.

No 0 € Ki Ke Number of | Total number | Precision | Recall
important | of rules
rules
1 25 0 250 | 250 |19 41 56.47% 93.22%
7 30 0 250 | 250 |22 47 42.05% 95.93%
2 25 0 100 | 100 | 17 40 97.99% 92.53%
4 30 0 100 | 100 | 19 42 98.77% 93.66%
3 30 0 300 | 300 | 25 43 98.56% 96.30%
8 25 0 300 | 300 | 14 44 98.87% 93.91%
Table 10 The 6 threshold results analyze
Theg threshold

But if we look at experiment 1 and 6 or 4,5 an@8,are able to detect that precision and the
number of retrieved rules increase while increativegdistance standard deviatioparameter.

No 0 € Ki Ke Number of | Total number | Precision | Recall
important | of rules
rules
1 25 0 250 | 250 |19 41 56.47% 93.22%
6 25 0.5 | 250 | 250 | 29 62 99.67% 95.07%
4 30 0 100 | 100 | 19 42 98.77% 93.66%
5 30 0.5 | 100 | 100 | 20 57 99.00% 96.29%
9 30 1 100 | 100 | 26 60 99.65% 95.29%

The Ki and Ke limits

Table 11 The € threshold results analyze

As for the memory size limits, from the 1, 2 aned@eriments or 3,4,7 and 10 by varying the fix
number of maximum stored examples we do not hatelde result. Therefore, we could not

predict in which way precision is varying accordioghose parameters.

No |© € Ki Ke Number of | Total number | Precision | Recall
important | of rules
rules
2 25 0 100 | 100 | 17 40 97.99% 92.53%
1 25 0 250 | 250 | 19 41 56.47% 93.22%
8 25 0 300 | 300 |14 44 98.87% 93.91%
10 30 0 50 50 20 43 98.07% 94.01%
4 30 0 100 | 100 | 19 42 98.77% 93.66%
7 30 0 250 | 250 | 22 47 42.05% 95.93%
3 30 0 300 | 300 |25 43 98.56% 96.30%

Table 12 The Ki and Ke limits results analyze

In most of the case, the number of mean stored pbesns increased with respect to precision.
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Despite the fact that we could not predict precigocording to some of the imposed user defined
parameters, those empirical results have goodgioas. This could involve that our approach is a
robust method if we tune nearly those user defpadmeters.

The overtraining impact

In what concern the number of rules, the averagale$ that we consider to be important, which
mean they cover more th@rexamples, is near 20 and the average of totakaetiirules is

almost 46. In the non-incremental process we radril rules, from which only 12 maps, in the
way we needed, on simulated rules of the Table8.

As in the AQ21 algorithm, extreme examples may ean&rtraining, so the rules while simpler
are not as general as we wanted, we encountereaganuo experiments situations in which a
simple rule from the non-incremental is seen ast @smore specific rules in the incremental
process. An example from the 6th experiments igileéet below:

The non-incremental rule:
* ( batterie<=7) and ( brand ='Sony' or branbekia' ) and ( numero<= 50000000 )
It covers a total of 1996 examples, from which 1&i8covered only by this rule and no other.

The incremental set of rules:
* (batterie between 4 and 7 ) and ( brand = 'Soantl ( "app_Appli_GPS" = 'running’)
* ( batterie <=7 ) and ( brand = 'Sony' ) and ( mieephysique >= 677 ) and (
"app_Appli_WIFI" = 'running')
( batterie <=7 ) and ( brand ='Sony' or braridpple') and ( memoirephysique <= 1400
) and ( "app_Appli_Call" ="running')
* (batterie between 4 and 7 ) and ( brand = 'Samyprand = 'Apple') and (
memoirephysique >= 1402 ) and ( "app_Appli_Callfunning')
* (batterie <=7) and ( brand = 'Sony' or brandpple' ) and ( memoirephysique
between 1402 and 1872 ) and ( "app_Appli_Calfuaning')
* (batterie <= 8) and ( "app_Appli_Skype" = 'rumgii)
* (batterie =7 ) and ( "app_Appli_Luminosityl" arnning')
* (batterie =7 ) and ( brand ='Sony' or brandppla' or brand = 'Nokia') and (
"app_Appli_Volum1" ='running")
* (batterie between 6 and 7 ) and ( memoireplugsit: 1554 ) and (
"app_Appli_Luminosityl" = 'running' )
* ( batterie <=7 ) and ( memoirevive <= 429 ) afldgp_Appli_Volum2" = 'running’)
* ( batterie <=9 ) and ( modelu <> 'Lumia800" ) &mademoirevive <= 534 ) and (
"app_Appli_IGO" ="running")
* ( batterie <=7 ) and ( memoirevive <= 512 ) afidgp_Appli_Music" = 'running")
Each of those rules covers in average 200 examapléshem union almost give us a total number
of examples near the one retrieved in the non-inergal procress.
Hence, rules are not the same in incremental eeinon-incremental, but they cover most of the
crash examples involved in our process and theyesesy to understand and interpret.
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The ROC curveand conclusions of this set of experiments

Accordingly to the standard ROC curves comparisbown in Figll, to have good results we
should retrieved our experiments drown near thioweturve.

Comparing ROC Curves

— _Aforthlass
—Zood

E'x_c:e_llent
I:I T T T T T T T T T T
o 0402 03204050607 08209 1

False positive rate

Figure 10 The ROC curves comparison

No False Positive rate True Positive Rate
1 0.0552 0.9322
2 0.0014 0.9253
3 0.001 0.963
4 0.0009 0.9366
5 0.0007 0.9629
6 0.0002 0.9507
7 0.1132 0.9593
8 0.0008 0.9391
9 0.0002 0.9529
10 0.0014 0.9401

Table 13 Age-by-Age results for the ROC curve

The True Positive Rate (TPR) is the same with ¢ealf and False Positive Rate (FPR) is the
fraction of retrieved instances that are irreleyanbther words it represent the percentage of non
crash examples covered by our achieved rules fr@niatal of non-crash examples.

{non — crash examples} N {covered examples}

FPR =
{non — crash examples}

We can conclude from the following figure, in whigtr results, from Tablel10, are drown above
into a ROC curves space, that we achieved excglEnfvrmances.
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Figure 11 Age-by-age in ROC space

Comparing to the non-incremental approach whicle giyrecision of 100%, we achieve in
general a precision over 97% without saving albmag examples. In average we store only
20% from the total number of examples and thisdeesie fact that diminish and limit the storage
requirements it also drop the learning time, assshabove, with almost 60%.

As seen from Table9, few experiments (1,7) givaeagtrange results which we are not able to
explain at this moment and therefore those neexkbpeat analyze.

4.4.2. Model by model

In a second set of experiments, | created a syaottiata mixture which contains drifting concepts.
We use tests to detect the way our first approddetecting and tracking drifts works.

In order to achieve this, we had considered thatleat of smarphones are replaced each time we
recomputed concept description and we pass fromaatghone model to another at each
incremental step.

The experiment consists in 8 steps of incremeatahing; each one includes all reports generated
for one of the 8 smartphone’s models. Each oneudted 11 different smartphones simulations,
during a month. Therefore, we achieve a mean ofoxjopately 20.000 reports per learning step.
The way algorithms work is the same as describetie previous set of experiments. The single
notable difference is that in the first case wasduthe same input for all experiences contrary to
the mixture of inputs proposed here.
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We mention that those experiments are still begged and we present here just a preliminary
view of few results.

The first mixture of inputs proposed is presentedable below. The first column represents the
incremental learning step number and the secondheneodel associated to each step.

Model
GalaxyMini
Galaxy S2
Xperia Pro
Xperia Mini
IPhone 4S
Omnia 7
Lumia 900
Lumia 800
Table 14 Mixturel of inputs

%)
8

O N|O| O AW N

As we set the age parameter of the explicit fonggttechanism to 3, the wanted rules to be
achieved are those of the last 3 rows of the Table8
The concept description retrieved by our approach i

( batterie <=2)
( memoirevive >= 922)
("app_Appli_Incompatible_MicrosoftWindowsPhone'renning' )

("app_Appli_Incompatible_Telephone” = 'running’)

Knowing that the third general rule exists only tiee GalaxyMini model, due to the fact that all
the other models have a higher physical memorytlamdonditions is never accomplished , the
only un-retrieved rules is the model one of Omnia?.

In the second mixture of inputs proposed in Tal@elXperia’'s models are moved to last
incremental steps and the other ones, which wdosvtaere shifted up with 2 positions.

Model
GalaxyMini
Galaxy S2
IPhone 4S
Omnia 7
Lumia 900
Lumia 800
Xperia Pro
Xperia Mini
Table 15 Mixture2 of inputs

%)
8

QO N|O| O B~|W| DN
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The age parameter is set to 3 as in the previopesrence. Consequently, the rules to be retrieved
are those of the Lumia 800 and Xperia’s models ftioenTable8.
The rules learned by our approach are shown below.

( batterie <=7 ) and ( modelu <> 'Lumia800")

( memoirevive >=933)

( batterie <=2)

( memoirevive <= 543 ) and ( "app_Appli_IncompagibAndroid” = 'running")

( version <> 'Android23' ) and ( "app_Appli_Inconipée_MicrosoftWindowsPhone" = 'running’

("app_Appli_Incompatible_Telephone" = 'running")

In this case we had achieved exactly the wantegrwith the minor precision that th® dile is
more specific than the one used to simulate smangdhbehavior.

Hence, we can conclude that our proposed appraachdetect and adapt to concept drifts.

5. Discussions

In this chapter we make some discussions basedroproposed approach, we present current
limitation, future works proposals and few globahclusions based on empirical evaluations.

5.1. Limitation

Our proposed approach is using as a basis leaalgayithm of which source code we are not
able to access, implicitly to modify. And one oétalgorithm'’s disadvantages is that for instance,
extreme examples may cause overtraining, so thes nrhile simpler are not as general as we
wanted. This can be seen in a comparison made éetthe incremental and the non-incremental
processes, when a rule achieved in the last onstrisved as a set of more specific rules in the
incremental process.

Another limitation we consider to be the user dediparameters tuning, because currently we are
not able to make any stable presumption betweetuttieg of a parameter and the precision’s
variation.

5.2. Future work

For the testing part of the algorithm, we consitiat it should be tested with real data or at least
with more accurate synthetic data. As for instantéje current used data the level of CPU usage
is not included among smartphone’s simulation patans. In addition, class noise should be
introduced by randomly switching the labels of 5¢the@ examples. This should be used to test if
the algorithm is tracking trends and adapt to ckang the target concept when a real concept
drift is present or if it take into account a latisy examples and erroneous detect unreal drifts.
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So far we developed an instance based approachebtitought that from it could be derived a
concept based method. The difference consistsifettt that in this new approach, rules are also
saved and merged between steps of incrementalgsoOae of the rule learning algorithm’s
advantages is that rules are not hierarchicallyctired, so concept descriptions can be updated or
removed when becoming out-of-date, without hardilgcing the learning efficiency. As we are
using specific instances in supervised learning ctist incurred decreases when updating concept
descriptions. We consider that there will be a ofidn in computational complexity for the
learning process when merging previous rules watlt mcoming ones. We should also be able to
limit the number of saved rules for each conceptdption step, by filtering them according to
their support, complexity, negative coverage, agkethe weight given by a human expert.

A different idea would be to let the human expeette the batch of old rules that would merge
with new discovered ones. In this case, rare ingportrash rules could be specify, which
otherwise will not be discovered by the system thredguidance process of discovering more
usable rules is accelerated.

Another important update could be to drop irrelévdimensions, which will definitely reduce
learning time.

A supplementary difficulty, that should be thoughtand currently is little studied, is the one of
modifying the examples distributions in time, soexamples do not occur due to the operating
system running on the smartphone. For instant¢keismartphone has a rule of the form: (if

RAM > 800 then kills all application currently ruing, except the active one) then very few
rapport examples will have the RAM above 800. Tnblem is known as the masking
phenomenon: rules embedded on smartphone can maesties.

5.3. Conclusions

To recapitulate briefly, in this master thesis, m®posed a method of storing relevant past
examples, which we call band border examples, dmh twe proposed and evaluate an
incremental approach of rule learning. This is roapa specific problem under an online system
which is monitoring a smartphone’s fleet. It isatml instance algorithm which stores only few
examples in order to have a maximum fixed memorg.sThe framework of our supervised
algorithm is divided into four main components:

- Classification basis algorithm: is the AQ21, a non-incremental batch-approachciwvinduce
rules from a given set of examples.

- Distance function: compute the distance between a rule and a rapgample

- Sdlection of examples: decide which and how many of the old examplesushbe keep to
achieve future rules.

- Forgetting mechanism: specify if an example is currently usable ot ikinot.

In order to evaluate our algorithm, first we hactteate a synthetic data input. This consisted in
simulating 88 different smartphones behavior du@ngonth. Further, we made some mixture
with those simulations so that we were able to inb#astationary concept for the first set of
experiments and a non-stationary concept, also knasvconcept drifts, for the second set of
experiments.

Ouir first objectives were to fix a maximum membound for the stored examples and to obtain
constancy in terms of learning time needed. Thoseewur main objectives due to the fact that
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we deal with a data flow and we cannot store albming data and process this entirely each time
we want to have new concept detection. Incrementak, even if they are not exactly as those
obtain in the non-incremental manner, they aré &wering our needs and they are also easy to
understand and interpret for a human expert. Fm@sults shown in the section 4 we could see
that those two goals were achieved with just ehfllygdrop in precision. A second objective is to
follow the evolution of smartphone fleet and detsty concept change.

The aim of detecting concept drifts appears dubedact that in the project “Manage YourSelf”,
we have an environment that may change over tintethat have a low probability of noise
occurrence or no noise at all.

Hence, we considered that no noise is preseneidakta and we searched for incremental learning
algorithms which should tend to detect concepttgrdlong with the reduction of memory
requirements and learning time. To achieve thippse we develop further more our forgetting
mechanism. This is currently form by an implicitpavhich is detecting band border examples,
and an explicit part which is specifying how mariytliose detected examples are stored and for
how long are they kept in memory.

Preliminary result show that our proposal is hegdimthe right direction, but we consider that
more test should be done in order to get a stairelasion.

Hence, from empirical experiments presented ingher, which summarize the application of

our proposed algorithm, results are better thaexpected and as a consequence, global
conclusions are positive.
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Annexes

Annex1:

IB3 algorithm

CD « @
for each x in Training Set do

1.

2.

for each y € CD do
Sim[y] < Similarity(x, ¥)
if 3{y € CD| acceptable(y)}
then y,.. + some acceptable y € Cd with maximal Sim[y]
else

2.1 i « a randomly-selected value in [I,|CD|]

2.2 ypax + some y € CD that is the i-th most similar instance 10 x
if class(v) # class(¥a))
then classification < correct
else

3.1 classification < incorrect

32CD « CD U {x}
for each y in CD do
if Sim[y] = Sim[yg,,l
then

4.1 Update y's classification record

4.2 if y's record is significantly poor

then CD « C -~ {y}
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Annex 2:
Thefunctioning of a simulated application

As an example we took an application randomly aadexplain over it. The choosen application
is the one which simulate the Bluetooth:

<application nom="Appli_Bluetooth" >
<frequence min="360" max="8640" />
<duree min="1" max="30" />
<effets>
<effet type="ajout_temporaire">
<target nom="memoireVive" />
<value valeur="39" />
</effet>
<effet type="ajout_permanent">
<target nom= "memoirePhysique"/>
<value valeur = "15" />
</effet>
<effet type="ajout_periodique">
<target nom="batterie" />
<interval valeur = "7" />
<value valeur="-1" />
</effet>
</effets>
</application>

This application can be turned on with a frequerspressed in minutes, between the 2 bounds
set as follows: <frequence min="360" max="8640"drd it remains opened, each time, a
specific duration randomly selected from a duratidarval <duree min="1" max="30" />

During its functioning the application can modifypatch of parameters. In the precedent example
it increases the RAM memory with 39 %0 and alsoRi@&M memory by 15 MB. Furthermore,
periodically the battery is decreased by 1 at §actinutes.

Another way of modifying parameters is presenteth@recharge application, when the value of
the battery is set at a fixed value as presentkxhbe

<application nom="Recharge" >
<frequence min="1440" max="4320" />
<duree min="60" max="120" />
<effets>
<effet type="setter_numeric">
<target nom="batterie" />
<value valeur="100" />
</effet>
</effets>
</application>
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Annex 3:
AQ21 running parameters

Runs {

Attribute_selection_method = promise
Attribute_selection_threshold = 0.01
Ignore_attributes = typeplantage, age
Random_seed = 100

Run_TF_crash {

Mode = TF

Consequent = [crash=true]
Ambiguity = IncludelnMajority
Trim = MostGen

Maxstar = 5

Maxrule = 10
Display_events_covered = true
Display_selectors_coverage = false
Learn_rules_mode = multi_seed
Number_of seeds =3
Negatives_percentage = 0.5

LEF star {
MinNegatives, 0
MaxPositives, 0
MaxNewPositives, 0
MinComplexity, O
MaxSignificance, 0
MinCost, 0
MinNumSelectors, 0

}
LEF partial_star {
MinNegatives, 0
MaxPositives, 0
MaxNewPositives, 0
MinComplexity, O
MaxSignificance, 0
MinCost, O
MinNumSelectors, 0

}
LEF sort {
MinNumSelectors, 0
MinNegatives, 0
MaxPositives, 0O
MaxNewPositives, 0
MinComplexity, 0
MaxSignificance, 0
MinCost, O

}
LEF trunc {
MinNegatives, 0
MaxPositives, O
MaxNewPaositives, 0
MinComplexity, 0
MaxSignificance, 0
MinCost, 0
MinNumSelectors, 0

}
}
}
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