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Fog computing is an emerging computing paradigm for enabling the cloud services at network edge devices such as routers, gateways, and set-up boxes. Utilizing fog computing, constrained devices can utilize cloud resources within one-hop network and thereby, resource-intensive tasks can be offloaded to resource-rich nodes. Autonomous vehicles are revolutionising centuries-old transportation system. Self-driving cars are the enablers of urban Intelligent Transport System (ITS), and paving way for smarter cities. Autonomous vehicles must operate on huge dynamic datasets with limited resources and time. Thus, application of fog computing in vehicular network appeals to be a promising technological advancement. For the same cause, fog computing network is designed and evaluated in a simulated environment as the primary motive of this thesis. The simulation setup is based on distributed modular server architecture. In this design, each server machine has one-to-one mapping with client. Therefore, process isolation, privacy in data management, and dedicated resources, are provided in client-server relationship by design. Server machines are deployed as Linux containers (LXC) with docker as automated management tool. Server machine along with docker, is operated inside a Linux virtual machine (VM) to represent a fog computing node. Inside graphical network simulator-3 (GNS3), nodes are interconnected with other nodes through VyOS router. Literature review for deducing state-of-art in fog computing; selection of appropriate methodology, tools, & models; and formation of report are the accomplished as part of this thesis.

Great dreams of great dreamers are always transcended. 
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Introduction ? 1.1 Overview

Fog computing is an emerging computing paradigm for enabling cloud services at network edges. Internet-of-vehicles, an automotive adaption of internet-of-things, can readily benefit of fog computing. In overview section, a sound yet brief description of technologies -internet-of-things, internet-ofvehicles, fog computing, and containerization -are furnished, on which motivation of thesis is established.

Internet of Things

"Internet of Things" was coined as a marketing term in 1999 to incorporate radio-frequency identification (RFID) technology into the Internet, as quoted by Ashton [START_REF] Ashton | That 'Internet of Things' Thing[END_REF]. Primary principle of Internet-of-Things (IoT) is to remotely monitor, control and automate physical systems with a network of devices or "things" through Internet. Traditionally, things a.k.a. embedded systems, which are built for only specific applications, are not inter-networked among them. Evidently, IoT, as an infrastructure, enables sensory data communication and exchange of control signals among things and also with remote administrators over Internet. Applications built upon IoT networks extract or generate high precision data by filtering, processing, categorizing, and contextualizing data-streams from sensors at grassroots' level.

According to European Technology Platform on Smart Systems Integration (EPoSS) [START_REF]European Technology Platform on Smart Systems Integration[END_REF], Internet-of-Things is defined as "a worldwide network of uniquely addressable interconnected objects, based on standard communication protocols." In context, communication protocols can be implied as public or private computer network supporting Open Systems Interconnection (OSI) Internet Protocol (IP) stack viz., Internet, while objects or things refer to cyberphysical systems (CPS). Ever diminishing factors -material costs, production costs, mounted circuitry area, and energy consumption of electronic components -allows manufacturing of micro-circuitries for incessant independent operation [START_REF] Atzori | The Internet of Things: A survey[END_REF].

In recent trends, manufactured devices are bootstrapped with IPv6 over Low-Power Wireless Personal Area Networks (6LoWPAN) protocol stack for relatively reliable low-power long-haul communications. At Medium Access Control/Physical (MAC/PHY) layers, 6LoWPAN incorporates multitude of lowpower wireless technologies -Bluetooth TM , Wi-Fi TM , LoRa TM , SigFox TM , or cellular M2M -which facilitates ubiquitous network connectivity. Automated server programs analyse sensor data to create knowledge, which, in turn, is used to control the physical system through actuators. In context, this "Machine-to-Machine communication" (M2M), in such, is used to describe a global cyberphysical control loop [START_REF] Guth | A Detailed Analysis of IoT Platform Architectures: Concepts, Similarities, and Differences[END_REF].

Internet of Vehicles

Sprawling urban area has increased the need for mobility through densely packed cities, which has significantly increased vehicular traffic, as well as congested streets, governmental spending, and road-accidents. Consequently, management of transportation system has become a complicated and intricate problem. Urban transportation system is a constituent of a larger system -City administration council. Thus, Cities are categorized as System of Systems (SoS) and Complex Systems (CS) [START_REF] Siller | Programmable Cities: A New ICT Approach[END_REF]. As stated by Maier, a SoS is a mosaic of components, where they can individually identify as a system with two important properties: independent operation and influence other components in SoS [START_REF] Maier | Architecting principles for systems-of-systems[END_REF]. In recent years, new innovations such as intelligent transportation systems (ITS) has been developed for an efficient and secure transport system [START_REF] Dimitrakopoulos | Intelligent transportation systems[END_REF]. ITS benefits from usage of Vehicle Ad-hoc Network (VANET), a supportive technology.

VANET is a subset of mobile ad hoc network (MANET), which is formed by integrating computing devices inside vehicles called On-board Unit (OBU) and communication equipment located along roadside infrastructure called Road site Unit (RSU) [START_REF] Lopez | Internet of vehicles: Cloud and fog computing approaches[END_REF] and also among vehicles as well. VANET effectively utilizes cloud architecture for data storage and data dissemination. VANET cloud architecture can be classified into Vehicular clouds (VC) -ad-hoc cloud with group of vehicles with or without RSU, Vehicle using Clouds (VuC) -vehicle directly uses remote cloud set-up over cellular communications, and Hybrid Vehicular Clouds (HVC) [START_REF] Hussain | Rethinking vehicular communications: Merging VANET with cloud computing[END_REF] -mix of both. VC architecture is composed of three tiers: Devices; Communication; and Cloud services.

Internet of Vehicles (IoV), a VANET paradigm, is modified adaption of IoT, where vehicles and RSUs, are connected to form a collaborative infrastructure via internet. According to G. Dimitrakopoulos, IoV can be aptly defined: 1) as employment of autonomous computer algorithms to optimize the vehicular operations connected over the Internet; and 2) using real-world use-cases where vehicles must be connected to Internet. To name a few scenarios: intelligent traffic-signal operator, traffic clearance for emergency vehicles, disaster recovery management, in-road hazard warnings, smart city parking system, visibilityassistance for driver, and Eco-driving for fuel efficiency [START_REF] Dimitrakopoulos | Intelligent transportation systems based on internetconnected vehicles: Fundamental research areas and challenges[END_REF] [START_REF] Group | Openfog reference architecture for fog[END_REF].

Below fig. 1.1 depicts the architectural schematic of Vehicle Ad-hoc Network (VANET) [START_REF] System | CAR 2 CAR Communication Consortium Manifesto[END_REF]. Ad-hoc network includes network formation between vehicles & Road Side Unit (RSU), and vehicle & vehicle. With vehicle-to-vehicle links, RSU can reach vehicles outside its coverage. In case of absence of feasible options, vehicles opt to use the public telecom infrastructure to access cloud with increased latency.

Fog Computing

Fog computing (FC) paradigm defines placement of computing resources at network edges -Enhanced Node B (eNodeB), Wireless Access Points (WAP), RSU, and edge routers -to extend cloud computing paradigm for enabling services to devices within one-hop access network [START_REF] Vaquero | Finding your way in the fog: Towards a comprehensive definition of fog[END_REF]. Fog computing aims to bring computing resources -CPU power, storage, accelerators, network access, bandwidth, and memory resources -closer to wireless gateways, sensors, and actuators, as IoT devices are inherently devoid of higher capabilities [START_REF] Kobo | A Survey on Software-Defined Wireless Sensor Networks[END_REF].

FC Node (FN) can be understood as cloud entities with dedicated resources distributed across the network which are able to communicate with myriad of devices and offer solutions to acquire, compute and filter data [START_REF] Vaquero | Finding your way in the fog: Towards a comprehensive definition of fog[END_REF] [START_REF] Chiang | Fog and IoT: An overview of research opportunities[END_REF]. These procedures imply a complicated yet proper resource allocation, resource management, device management and network management.

FC network can be considered as a network layer between the underlying sensor & actuator network and cloud. By extending traditional cloud services, fog computing enables creation of low-latent, locally-defined and context-rich services [START_REF]Mobile Edge Computing (MEC): Framework and Reference Architecture[END_REF] [20] [START_REF] Petrolo | Towards a smart city based on cloud of things[END_REF]. In contrast to the centralized organisation of cloud, fog computing operates with distributed organisation over wide-area. Generally, FC network is comprised of a three-level hierarchy of fog nodes -roadside, neighbourhood, and regional fog nodes. In fact, upcoming 5G cellular network standards aims to accommodate diversified business requirements by leveraging fog computing, very high carrier frequencies, massive Multiple-Input and Multiple-Output (MIMO) antenna, and additional functionalities, such as Device-to-Device communication (D2D) [START_REF] Gupta | A survey of 5G network: Architecture and emerging technologies[END_REF].

Containerization

Currently, IoT applications have been implemented in a vertical silo-model as sets of small and independent micro-services. Architecture of micro-services is a relatively new term in software system architecture, which is a paradigm for extension of traditional Service-Oriented Architecture (SOA) paradigm [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF]. In micro-services architecture, a service is differentiated into set of fine-tuned small processes. Each service communicates through lightweight communication protocols. Recent studies have been conducted to absolve the issues of abstracting end equipment functionalities; delegating a proper architecture with service management; and composing communication links among micro-services in a set of IoT applications. Containerization is operating system environment virtualization method. Linux kernel provides cgroups functionality which allows allocation and prioritization of resources without initiating new root process; and namespace isolation. These features ensure complete isolation with separate process-trees, network sockets, user, and file systems.

Santos et al has suggested that each micro-service can be orchestrated by a lightweight container, which can be reused by multiple tenants. Future smartcities will deploy & utilize myriad of IoT devices [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF]. In a responsible city-wide management framework, cloud resources should be evenly distributed within the network ensuring that micro-services, which composes a critical application, are allocated and instantiated close to the end device that is requesting the IoT application [START_REF] Perera | Fog computing for sustainable smart[END_REF]. Additionally, Linux Containers enable efficient resource utilization, easy replication, isolated runtime, and no resource reservation [START_REF] Garima | Performance made easy with Linux containers[END_REF]. Also, given the complexity in hypervisor management & VM interactions and increased demand of resources with scaling of test model, containerization is optimal solution for virtualization [START_REF] Dua | Virtualization vs containerization to support paas[END_REF].

Terminologies

Cloud computing -Cloud computing is a computing paradigm that enables ubiquitous access to shared pools of system resources over public/private network. Cloud computing poses customizable system resources which enable rapid deployment application services with minimal support.

Fog computing -Fog computing paradigm defines provision of computing resources at network edges -eNodeB, WAP, and edge routers -to extend cloud computing paradigm for enabling services to UE within one-hop reachability in the network.

Access network -Access network is a user network that connects users to particular service point in the Wide Area Network (WAN) and, through the carrier network, to other networks such as the Internet. Cellular communication between cell tower and User-Equipment (UE), forms an access network.

One-hop network -Network reachability with radius of one hop i.e., between two network adapters at layer two. Wireless Local Area Network (WLAN) network between hot-spot and UE, is a one-hop communication link.

On-Board Unit -On-Board Unit (OBU) acts as a gateway/focal point of administration and external communication for all CPS units in a vehicle. It can offer wireless connectivity such as Dedicated Short-Range Communication (DSRC) communications with other OBUs or RSUs.

Containers -Containers or Linux Container (LXC) is an isolated Linux system, which can be operated over multiple instances on single control host using only one Linux kernel.

Fog node -Single instance of dedicated system resources and network connectivity, in a FC network. It is the actual device which operates at network edge.

Accelerators -Application Specific Integrated-Circuit (ASIC) processors are optimized to perform special functions in efficient and fast manner. Accelerators include dedicated Graphics Processing Units (GPU), which are used in powerful graphical processing for relevant Augmented Reality/Virtual Reality (AR/VR) applications.

Autonomous vehicles -Vehicles which can operate on their own at selected aspects of safety-critical functions without driver input.

Connected vehicles -Vehicles which can wireless exchange sensory data with the vehicle manufacturer, third-party agents, users, infrastructure operators or other vehicles.

Motivation

IoT devices has limited capabilities of processing power and storage which results in undesired consequences such as performance bottleneck, security issues, reliability drawbacks, and privacy concerns [START_REF] Babu | A study on cloud based Internet of Things: CloudIoT[END_REF]. On the other hand, cloud computing is very matured industry backed technology which offers virtually unlimited elastic resources. Cloud-IoT systems interaction is more beneficial for unleashing distributed resilient industrial automation. From different perspectives, characteristics of IoT and cloud computing which inspires the cloud-IoT paradigm are depicted in Table 1- With origin of cloud computing, service providers such as Google cloud TM , AWS TM , etc. are actively franchising cloud computing as a utility. However, cloud datacentres are geographically isolated and centralized from end-devices. Consequentially, latency-sensitive real-time service requests for computation which are responded by distant cloud datacentres by default endure large roundtrip delay, network congestion, and service quality degradation [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF].

Under IoT paradigm, between 10 and 12 billion devices are expected to connect to world internet by 2021 [START_REF]Global Mobile Data Traffic Forecast Update[END_REF]. It renders present telecom infrastructure infeasible to efficiently throughput huge bulk of data under such large client-base. Thus, service providers must innovate existing networking technologies to satisfy future demands and formulate adaptive management policies to meet the stringent delivery requirements of delay sensitive applications. With 5G cellular networks aiming to cater future telecom operators, fog computing is an appreciated technology to decongest core telecom network [START_REF] Gupta | A survey of 5G network: Architecture and emerging technologies[END_REF].

Inside telecom infrastructure, fog computing eradicates the upload and download of bulk dataset and thereby, network is effectively decongested. Given the proximity, fog nodes can act as secure network entry points for devices and other accesses to devices can be restricted. Fog node being provisioned with better bandwidth, can have frequent security updates, recent firewall policies and faster firmware patches for IoT devices.

IoT devices, which are minute sensor-actuator nodes, doesn't inherently hold significant resources to accommodate diversified applications. Eventually, Cloud computing can host several applications, which can request & transmit data to IoT nodes. However, IoT nodes interact with cloud server over low-power wireless technologies and so, infeasible to host real-time applications. Fog computing theoretically being near present to IoT nodes, can harbour varied realtime applications. Applications can be added or removed from fog nodes with ease. Fog computing is conceptualized to be deployed within one-hop reachability of IoT nodes.

Basic idea in fog computing is instead of uploading/downloading data to/from core network, edge network devices can obtain, operate, and control data through direct link such as D2D communication and adjacent Small Cell (SC) networks [START_REF] Gupta | A survey of 5G network: Architecture and emerging technologies[END_REF]. Fog nodes must manage themselves in a distributed way. Alternatively, if data from group of IoT devices are highly correlated, then there occurs no necessity to upload data from all devices, rather consolidated data is uploaded to the cloud from a single representative edge entity. Similarly, cloud can forward likely correlated data to single entity, and data are forwarded among other group entities. Thus, the traffic overhead is significantly reduced in fog computing enabled cloud services.

Although, with reduced end-to-end latency and distributed resource management, reliability and availability of the services is comparatively better in cloud computing [START_REF] Mukherjee | Survey of Fog Computing: Fundamental, Network Applications, and Research Challenges[END_REF]. Another important key comparison would be that cloud computing optimizes resource management with global perspective, but fog computing only organizes and manages the resources with local fog network.

Nevertheless, fog computing in VANET have been studied as a viable solution for supporting autonomous vehicles in future [START_REF] Kai | Fog computing for vehicular Ad-hoc networks[END_REF]. Fog computing, which have been theoretically modelled to have low-latency and dedicated resources, are suitable to compute heavy datasets from complex sensors such as camerasensors, optics, lidar, and provide accurate navigational support for vehicles with rendering of VR/AR imagery.

There are basically 3 modes of vehicular communications: Vehicle-to-Vehicle (V2V), Vehicle-to-Infrastructure (V2I), and Vehicle-to-Everything (V2X). Fog computing architecture enriches V2I & V2X communications between vehicle and RSU/fog nodes. V2X represents the communication between vehicle and all IoT devices. Each vehicular communication type promotes separate sets of usecases. V2X promises futuristic uses cases where vehicle interacts with surrounding IoT objects -Individual operation of street elements such as active sign boards, street lamps, ad-boards etc. With V2X, better statistics aid road maintainers, city cleaning units, and city management [START_REF] Group | Openfog reference architecture for fog[END_REF].

Fig. 1.2 depicts a brief illustration of diversified use-cases of VANET [1] [2]

[30] along with simplified reference model of operation in top right corner. Inside smart cars, fog computing incorporates on-board entertainment, Advanced Driver Assistance Systems (ADAS), support for autonomous driving, and collision avoidance with precise navigation. Smart car technologies such as camera sensors and machine vision can be used in parallel with fog node of public surveillance and visual security systems. To speed-up real-time image processing, bulk content sharing, and caching can occur between fog nodes [START_REF] Yu | Toward cloud-based vehicular networks with efficient resource management[END_REF].

Numerous smart cities applications are proposed using fog technology including traffic regulation, public internet, energy management, and sanitation management. Shopping streets can be innovated with smart parking, targeted advertising and Ambulance infrastructure [START_REF] Qualcomm | Leading the world to 5G: Cellular Vehicle-to-Everything (C-V2X) technologies[END_REF]. 

Problem Statement

Cloud complements IoT applications in a such way that cloud offers inexpensive storage of time series of sensed data and resource elasticity on demand. However, Cloud-IoT interactive system, which is inherently composed of two layers, is inadequate in large-scale deployment due to high bandwidth requirements, stable and persistent connectivity. Fog computing promises onehop resource availability and heterogeneous connectivity for lower layers. Cloud layer has global view of fog network.

Autonomous car needs to analyse and fuse a massive amount of sensor data in magnitude of 1gb/s [START_REF] Xiao | Vehicular fog computing: Vision and challenges[END_REF]. In recent years, IoT applications have been implemented as a set of small and independent microservices. Micro-service is an extension of the traditional SOA, where an application is decomposed into a set of fine-grained service. Each service communicates through lightweight communication protocol [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF]. Each micro-service can be provided by a lightweight container, which may be used by multiple tenants. ETSI oneM2M aims to establish for M2M what 3GPP realized for mobile networks.

Standardized architecture for fog computing is presently developed by OpenFog consortium [START_REF] Group | Openfog reference architecture for fog[END_REF]. Also, OpenFog lays down the guidelines in designing qualifying solution for FC architecture. In [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF], Santos et al have adapted standardised ETSI MEC architecture in their proposed work of smart cities. As discussed in [START_REF] Kai | Fog computing for vehicular Ad-hoc networks[END_REF] [START_REF] Lopez | Internet of vehicles: Cloud and fog computing approaches[END_REF], process of onboarding incoming clients called orchestration with proper resource allocation, and management of existing clients in the fog computing network, are basic FC processes. However, with absence of standard architecture models, there is a room for researching recent state-ofwork and providing a feasible design solution for further development and testing of fog computing network. There are also key requirements in validating the design model through collective or similar findings in the field. As briefly described above, architectural design is highly motivated to be relevant for the requirements of VANET. 5G based software defined vehicular networks is proposed as a model for ITS in [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF]. Proposed model enables cloud services to connected vehicles via 5G cellular communication, and network is monitored via SDN controller. Major disadvantage is connected vehicles are latency constrained on-road system, and their mobility influence wireless link between vehicle and cloud. Hou et al, have proposed fog based micro data centres and vehicular cloud computing, a group of largely autonomous vehicles whose corporate computing, sensing, communication, and physical resources can be coordinated and dynamically allocated to authorized users [START_REF] Hou | Vehicular fog computing: A viewpoint of vehicles as the infrastructures[END_REF].

Discrete-event simulation of FC network is recommended and efficient [START_REF] Rampfl | Network simulation and its limitations[END_REF], to estimate runtime parameters at any point of interest -optimal node capacity, data traffic density in network, link latency, queuing delay in unserved client, percentage of successful requests, offloading latency in client, and However, there are limitations in the evaluation of a simulated model over a physical model such as limited resolution of parameters and precision & accuracy in measurements & modelling [START_REF] Rampfl | Network simulation and its limitations[END_REF]. There are security and safety factors which are difficult to account for, with a simulated model. There is also hinderance in conversion of simulated model into prototype for production, as conversion will incur additional testing & development, which could have been rectified in earlier stages.

Though there are factors for concern in usage of simulation, the thesis observes the opportunity to develop a novel approach in simulating fog computing network. A simulated environment of fog network will act as a testbed for vehicular network communication protocols. Simulated fog network based on Linux containers, provides the option to program, install, operate, and create new protocol stacks. At fog-node, observation of latency for various events -vehicle onboarding in network, process delegation to ready container, booting up containers in run mode, purging terminated containers, and process transition -will be area of interest in the simulation. Network traffic, payload size, throughput of process request, and throughput of output will be varied and analysed. Obtained results will assist in adapting simulation model for performing varied scenarios and environments. f. Exploration of iFogSim [START_REF] Gupta | iFogSim: A toolkit for modeling and simulation of resource management techniques in the Internet of Things, Edge and Fog computing environments[END_REF], Cisco IOx DevNet sandbox [START_REF]Develop guide: IOx[END_REF],

Contribution

OpenStack++ [START_REF] Ha | Openstack++ for cloudlet deployment[END_REF]. g. Study of related works -5g smart city, Eclipse, medical ambulance.

2) System Design

h. Summarizing review findings; formation of initial document on system design. i. Correlation among related projects, reference architecture, and similar technologies. j. Formation of design requirements, constituents, workflow, and processes of abstract system model from correlation. k. Formation of actual architecture with illustration, fulfilment of design requirements, and establishment of implementation goals.

3) Implementation & Evaluation

l. Identification of inter-node network simulator: GNS3; virtualization tool: Docker; network router: VyOS; VANET simulator: NS3; road traffic simulator: SUMO; and network examiner: flent. m. Installation and execution of all tools. n. Implementation and initiation of system testbed provided VANET simulation was not prepared. o. Evaluation of system provided VANET simulation was not prepared.

Thesis Outline

The rest of the thesis is organized as follows:

Chapter 2: Elaborates state-of-art in fog computing, similar technologies, related projects, and vehicular communications through findings of literature study & review.

Chapter 3: Furnishes explanatory discussion on formulation of system design requirements. Illustration, under-the-hood processes, schematic representations of functions, description of constituents, and implementation goals are provided.

Chapter 4: Guide on system implementation with tool concepts, reference to standard internet protocols, and pictorial walk-through of the process. 

State of the art _ 2.1 History

In 2012, Cisco coined the term 'fog computing' representing cloud proximity with their IOx router OS. Shortly, OpenFog, an industrial consortium has been established, which streamlines the definition, scope, and standards of fog computing with enabling technologies [START_REF] Openfog | About Openfog[END_REF]. According to OpenFog, FC is defined as a system-level horizontal architecture that distributes resources and services of computing, storage, control, and networking anywhere along the continuum from cloud to Things. Salient features of FC paradigm include geographical localization, distribution, enablement of end-device mobility, heterogenous wireless connectivity, support for fog-as-a-service (FaaS) [START_REF] Chiang | Fog and IoT: An overview of research opportunities[END_REF], flexibility, elastic scalability, and autonomy.

Related technologies

Fog computing can be viewed as similar to cloudlet, Mobile Cloud Computing, Mobile Edge Computing, and Edge computing [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF]. Key deviations of fog computing lie in the fact that FC supports inherently cloud services such as Software-as-a-Service (SaaS), Infrastructure-as-a-Service (IaaS), and Platform-asa-Service (PaaS) [START_REF] Yi | Security and privacy issues of fog computing: A survey[END_REF] [1]Also, FC can exist without a need for central cloud backup & administrator, as computers in FC network can interact in peer-to-peer (P2P) nature to form a distributed control structure [START_REF] Vaquero | Finding your way in the fog: Towards a comprehensive definition of fog computing[END_REF].

Edge computing aims to reduce the gap between computation facilities and data source. Precisely, edge computing enables data processing at the edge network. Edge network consists of end devices, edge devices -border routers, settop boxes, bridges, base stations, wireless access points -and edge servers. Edge devices & edge servers are capable of supporting enabling-technologies for edge computation. Generally, edge computing does not spontaneously provide cloud services and associates more towards end devices [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF].

With the notions -edge and cloud computing -considered, several computing paradigms have already been introduced in computation technology. Among them, Mobile Edge Computing (MEC), Mobile Cloud Computing (MCC) are considered as potential extensions of edge and cloud computing respectively. MEC offers combined operation of cellular base station and edge server which can be either connected or isolated to datacentres. Besides, MEC targets adaptive and faster initiation of cellular services for the customers and enhances network efficiency. In recent times, significant improvement in MEC has been made so that it can support 5G communications. Moreover, it aims at flexible access to the radio network information for content distribution and application development [41] [9]. With advancement of smart-phones, user prefers to accomplish conventional tasks on smart-phones over traditional computers and so, mobile-devices are subjected to energy, storage, and computational constraints. Hence, it is more convenient to execute computation intensive tasks outside the mobile-devices. MCC delegates resources to support offloaded applications in proximity to end users [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF]. In MCC, conventionally light-weight cloud servers called cloudlet [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF]are installed at edge network.

Like MEC and MCC, fog computing also enables edge computation. Besides being an edge computing centric-network, FC can be integrated at core network as well. More precisely, both edge devices -border routers, set-top boxes, bridges, base stations, wireless access points -and core networking devices -core routers, regional servers, wan switches -components can be used in computational infrastructure in Fog computing.

As a result, multi-tier application deployment and service demand mitigation among large number of IoT devices can easily be observed through Fog computing. Additionally, FC network edge devices are situated closer to IoT devices/sensors when compared with MCC cloudlets and MEC cellular edge servers. As IoT devices/sensors are widely distributed and require unique realtime location-aware services, FC enables data storage and processing within vicinity of things. In turn, latency in service delivery offered for real-time IoT applications is significantly reduced. Theoretically, FC extends cloud-services at network edge spontaneously unlike edge computing.

Due to aforementioned points, FC is persuasively considered as suitable candidate for providing computational services to IoT devices. Also, FC is considered as more independent and well-structured for IoT compared to other related computing paradigms [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF]. Fig. 2.1 depicts conceptual data flow in various computing paradigms as presented in [START_REF] Mahmud | Fog computing: A taxonomy, survey and future directions[END_REF]. 

TOOLS & SIMULATORS

iFogSim and Cisco TM IOx DevNet are some of the simulation solutions built for testing and developing FC network. Openstack++ is an add-on for OpenStack, a cloud infrastructure, which is built for cloudlet application. Stack4Things is a web framework built to act as a middleware in data-routing between IoT nodes and Cloud datacentres.

One of the critical problems to be addressed while developing FC solution, is framing resource management techniques. These techniques determine the analytical modules of applications which are pushed towards network edge in order to minimize latency and maximize throughput. In [START_REF] Gupta | iFogSim: A toolkit for modeling and simulation of resource management techniques in the Internet of Things, Edge and Fog computing environments[END_REF], iFogSim is proposed as a platform to evaluate the quantified performance metrics -latency, network congestion, energy consumption, and cost -of resource management policies in an IoT or FC infrastructure.

Cisco IOx and Cisco Fog Director can be used to build, deploy, and monitor applications at the network edge inside DevNet Sandbox [START_REF] Cisco | Cisco Fog Director Reference Guide[END_REF]. IOx sandbox is a general purpose Linux VM which runs IOx application hosting framework and services. The sandbox is essentially a simulated environment and doesn't support peripherals (USB/Serial etc.,) and services that may be only available on real IOx devices.

OpenStack is packaged with an extension mechanism to install new features for supporting innovative approaches, which enables developers to experiment with additional features. Extensions APIs can be accessed by users implementing an extension class with OpenStack source code. OpenStack++ is a cloudlet extension which directly supports MCC. OpenStack++ operates utilizing VM overlays, which is obtained by extracting the difference between the running VM and the base VM. Once user requests in the RESTful interface, the message propagates to the matching compute node for performing specified task. The userissued API request first arrives at the extension class, and then is passed to a corresponding compute node via API and message layer. At the compute node, the message is then handled by a cloudlet hypervisor driver, which interacts with a target virtual machine [START_REF] Ha | Openstack++ for cloudlet deployment[END_REF].

With Stack4Things, base web-service repertoire is added new capabilities which provisions IoT configurations such that business operators plan their infrastructure size. They can plan for their average demands only and adapt Cloudbursting -outsourcing of excess requirements to third-party service providers -for mitigating risk in case of spikes in demand [START_REF] Longo | Stack4Things: a sensing-and-actuation-as-a-service framework for IoT and cloud integration[END_REF]. Furthermore, Stack4Things enables customization and deployment for seamless interoperability among varied physical systems, virtualized resources, and things.

iFogSim is an open-source simulator based on CloudSim without continuous support, which is built on Java. Cisco IOx DevNet is an industrial grade matured sandbox solution with dedicated support and containerization facility. However, DevNet is a licensed solution delivered via web-app and standalone versions. Openstack++, built in python, is an extension add-on for OpenStack framework to support cloudlet. It is a support tool but not a simulator. Stack4Things is an emulator solution built as an academic solution. 

Scope and Definition of fog computing

OpenFog consortium has been formed after the necessity for creation of a transparent fog computing architecture in the increasingly connected world, with an independent ecosystem of industries, end-users, and universities. The belief that proprietary or single vendor endorsement for consortium, can limit supplier diversity and ecosystem independency, which results in significance over market adoption, system cost, quality, and innovation. Thus, OpenFog reference architecture results in adoption of wholly interoperable and secure systeminterconnects, supported by a vibrant supplier ecosystem [START_REF]About OpenFog[END_REF].

From [START_REF] Group | Openfog reference architecture for fog[END_REF], Fog computing is referred as 'complementary to and an extension to' or 'an extension of', traditional cloud-based models. OpenFog reference architecture document is a medium-to-high level view of system architectures for fog nodes and networks. Document defines an abstract view of fog computing node with functional role definitions. Future documents have been expected to provide granular-level details including formal, enumerated requirements that will form the basis of quantitative testbeds and the specified interoperability of fog elements. According to the OpenFog reference architecture, culmination of PaaS, IaaS, and SaaS is declared as a new type 'Fog-as-a-Service'.

𝐹𝑎𝑎𝑆 → 𝑃𝑎𝑎𝑆 + 𝐼𝑎𝑎𝑆 + 𝑆𝑎𝑎𝑆

OpenFog node acts as a device's first point of secure entry into an OpenFog compute hierarchy and the cloud. It means we can secure things via nodes. It means that they should provide contextual integrity and isolation. Reference architecture discusses the responsibility of 'fog-as-a-service' in terms of pillars. Further, each pillar of reference architecture is decomposed in additional context. For instance, openness pillar being the primary foremost aspect of fog node, is characterised by: -Composability: Fog computing node can be composed from components from multiple vendor or node shall be manufactured by any vendor compiling to industry standards. 

𝑀𝐸 ℎ𝑜𝑠𝑡 → 𝑀𝐸 𝑝𝑙𝑎𝑡𝑓𝑜𝑟𝑚 + 𝑁𝐹𝑉𝐼 ⊂ {𝑐𝑜𝑚𝑝𝑢𝑡𝑎𝑡𝑖𝑜𝑛, 𝑠𝑡𝑜𝑟𝑎𝑔𝑒, 𝑛𝑒𝑡𝑤𝑜𝑟𝑘 𝑟𝑒𝑠𝑜𝑢𝑟𝑐𝑒𝑠 } ∝ 𝑀𝐸 𝑎𝑝𝑝𝑙𝑖𝑐𝑎𝑡𝑖𝑜𝑛𝑠

According to the equation, Mobile Edge (𝑀𝐸) represents the end device such as mobile phone or IoT device. 𝑀𝐸 ℎ𝑜𝑠𝑡 logically represents a set of end device in virtual infrastructure or in other words, network node where all applications of 𝑀𝐸 are hosted. 𝑀𝐸 𝑝𝑙𝑎𝑡𝑓𝑜𝑟𝑚 represents collection of essential functions to run 𝑀𝐸 𝑎𝑝𝑙𝑖𝑐𝑎𝑡𝑖𝑜𝑛𝑠 over virtual infrastructure. Management & orchestration framework standards are required for provision of Virtual Network Functions (VNFs) which supports the software defined network (SDN). Operations Support System (OSS) / Business Support System (BSS) is management module of clients. ETSI NFV MANO is developed to be directly applied to data-centre [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF], where there are little-to-no changes in infrastructure of client base. However, each fog node needs to manage their client infrastructure topology. So,

𝑀𝐴𝑁𝑂 → 𝑁𝐹𝑉𝑂 + 𝑉𝑁𝐹𝑀 + 𝑉𝐼𝑀

𝐹𝑜𝑔 ≠ 𝑀𝐴𝑁𝑂

Nevertheless, ETSI MANO descriptions are still in early stage. NFV Orchestrator (NFVO) represents an important process in Fog computing architecture. NFVO aids in initiation, management, and book-keeping of VNF which are computer programs running on network elements. In fog computing, 𝑀𝐸 𝑝𝑙𝑎𝑡𝑓𝑜𝑟𝑚 represents collection of essential OS tools and functions to accept, run and manage 𝑀𝐸 𝑎𝑝𝑙𝑖𝑐𝑎𝑡𝑖𝑜𝑛𝑠 in virtual infrastructure. NFVI hosts functions of software defined network. 𝑀𝐸 ℎ𝑜𝑠𝑡 level management helps in build, initiation, and deploy of ME hosts which are dedicated VMs. And, ME system level management helps in administration and topology management of south bound connections towards end devices. ETSI MEC reference architecture dictates the logical view of edge computing network.

Eclipse Kura

In [START_REF] Bellavista | Feasibility of fog computing deployment[END_REF], Bellavista et al presented an innovative fog computing design, implementation, and experimentation. Eclipse Kura, which is an extensible open source IoT Edge Framework based on Java/OSGi -Open Services Gateway initiative, has been used. Implementation of Docker containers inside fog gateways has demonstrated good scalability and limited overhead in fog infrastructure. Fog node act as local Message Queuing Telemetry Transport (MQTT) broker and coordinated autonomously with other nodes. Importance of framework customization inside node is highlighted, by which each node can perform selective tasks efficiently. A basic skeleton of functionality has been proposed, which will be supported by all fog nodes to provision containers, irrespective of their deployment. Docker aids in distributed deployment of containers with global visibility.

MANO in 5G Smart city Application

In [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF], guidelines of ETSI NFV MANO architecture has been incorporated in the proposed architecture of MANO utilized smart-city application. Fully integrated fog node management system alongside application layer Peer-to-peer (P2P) fog protocol based on Open Shortest Path First (OSPF) routing protocol for the exchange of application service provisioning information between fog nodes has been proposed. In fig 3.7, instead of forwarding entire routing tables across the entire network by each fog node, the fog protocol is set to forward only consolidated application service information such as micro-service allocation and migration requests, to area border fog nodes alas representative of regional nodes. Information on area border fog node is aggregated at backbone fog node. Here, backbone node acts as a central access registry. Registries in area border and backbone nodes, maintain list of running application of the pertaining region. Application service table incorporates the entries of application date which includes application ID, service ID, fog node ID, IP address, and Cost. 

Live VM migration

In [START_REF] Satyanarayanan | The case for vmbased cloudlets in mobile computing[END_REF], cloudlet is described as trusted, resource-rich computer or cluster of computers that's well-connected to the Internet and available for use by nearby mobile devices within one-hop reachability. This reduces the burden of improving the computing power, instead concerning on the connectivity, battery-life of the Mobile Equipment. The basic feasibility of the proposed method is supported by the Internet Suspend/Resume (ISR) system through virtual machines. The solution is affected by the delay in transfer of the VMs. This can be alleviated by using speculative synthesis and pre-fetching. The system run in virtual environment will have higher degree of safety & security, though there could trust-ability in issues in deploying the VM in cloudlet.

Vehicular network

Vehicular cloud (VC) is a backbone infrastructure for connected vehicles using vehicular network platform. From [START_REF] Gerla | Internet of vehicles: From intelligent grid to autonomous cars and vehicular clouds[END_REF], characteristics of vehicular network applications:

-Validation of application content with time and location correlation: Connected Vehicles produce a great amount of data, while at the same time consuming the content. Thus, they become rich data "prosumers". Such content shows several common properties of local relevance -local validity, explicit lifetime, and local interest. Local validity indicates the vehicle-generated content has its own spatial scope of utility to consumers.

-Information Centric Networking (ICN): Vehicle applications are mainly interested in content itself, not its provenance. Primary reasons are that autonomous vehicles travels at high speed and short distance from neighbours (on highway) and must have very up-to-date information of surrounding vehicles up to several kilometres in order to maintain a stable course. Content-centric networking allows access to the best cameras with the needed data, without prior knowledge of the cars that offer the data.

ICN focuses on content instead of host to fulfil primary demands from both content consumers and publishers. Consumers are interested in content regardless of the originator, and publisher strive to efficiently distribute content to consumers.

-collaborative access to sensors: Applications collect sensor data, even from neighbouring vehicles, to produce information-added utilities. Crowdsourcing of road conditions using the collection of available sensors will allow smooth driving even in perilous conditions. Moreover, collective tracking of available channels using sophisticated on-board radios will allow careful mapping of the available spectrum, enabling the efficient communications required for fleet situation awareness and content downloading to "passive" drivers.

Cloud Computing in VANETs

Cloud computing (CC) has witnessed significant attention in vehicular communication. It is because of the realization of smart ITS applications, and architectural similarity between MCC and VANET [START_REF] Aliyu | Cloud computing in vanets: Architecture, taxonomy, and challenges[END_REF]. CC in VANET is realized in Vehicular Cloud Computing (VCC) and VuC. VCC is cloud service formed in assembly of smart vehicles, and VuC is conventional vehicle-cloud infrastructure via Internet. Smart autonomous cars will generate multiple terabytes of data every day from the combinations of Light Detection and Ranging (LIDAR), Global Positioning Systems (GPS), cameras, etc.

In [START_REF] Gerla | Internet of vehicles: From intelligent grid to autonomous cars and vehicular clouds[END_REF], CC-V is realized as Network as a Service (NaaS), STorage as a Service (STaaS), Cooperation as a Service (CaaS), COmputing as a Service (COaaS), and SEnsing as a Service (SEaaS). Although the applications for safety and efficiency are also implemented in VANETs, yet the cloud-based operation significantly enhances the intelligence, and usefulness of these application. This is due to the advancement of computing power in applications operating through cloud support, for computation and traffic data. Some of the smart applications include real-time traffic forecasting, smart toll collection through car payment, smart challan for traffic rule violation, ad hoc multimedia sharing, smart blackbox, and smart emergency call. The vehicle has several in-built technologies and resources, which are underutilized in traditional vehicular communication architecture. The technologies and resources include Telematics Wire Devices (TWDs), GPS, DSRC, actuators, computer, and smartphones. WAVE defines various aspects such as network architecture, communications model, management structure, security mechanisms and physical access. Maximum channel throughput up to 27 Mb/s in range about 1000m with low latency has been proposed in WAVE [START_REF]WAVE Factsheet[END_REF]. Main components in the infrastructure which are defined by WAVE standards include OBU, RSU and WAVE interface.

Additionally, functional definitions of applications which are used in WAVE environment, are furnished. As illustrated in IEEE 1609.0, the functions in the WAVE environment are based on the management activities which are defined in IEEE P1609.1, the security protocols which are defined in IEEE P1609.2, and finally, the network-layer protocol which are defined in IEEE P1609.3. Interestingly, WAVE also provides definition for extension of physical channel access to incorporate the WAVE standards of IEEE P1609.4 within IEEE 802.11. Collectively, IEEE 1609 represents the family of Standards for WAVE with proper description of wireless data exchange, security, and service advertisement between vehicles and roadside devices, and additional layers of applicable protocols. Intelligent drive applications may require access to when communicating with vehicles. In general, they describe the physical mechanism of communication, the command and management services. They provide two options of messaging -WAVE short message and IPv6 -for communication among vehicles and between vehicles and roadside devices. These standards provision the basis for the design of applications interfacing with the WAVE environment and provide network services so that applications can be functioning seamless without regard to Original Equipment Manufacturers (OEM) including data storage access mechanisms, device management, and secure message passing. 

SYSTEM ARCHITECTURE _

Fog computing process

Within the FC node, there is the operating system software that manages essential system activities. It also provides the necessary tools and platform for hosting diversified real-time applications. Real-time applications need very low latency in software abstraction over hardware components which will enable highly reactive system.

From supportive arguments, dedicated system processes inside fog computing node architecture has been identified as orchestration, advertisement of available services, internodal communication, acceptance of devices, handover of devices between nodes, and management of network topology. Orchestration is the core system process of receiving, acknowledging, and delegating the requests for system resources -computation, storage, network -or data analytics from upper devices. Virtual infrastructure management includes the process of administration of Linux containers, monitoring container operations, and releasing idle resources from terminated containers.

In addition, essential functions include user view of the system via API and terminal access of the system. User must be able to observe selective data streams and enter custom rule definitions on container operations. Furthermore, user must have the privilege to validate the incoming requests from southbound clients. This increases the security and safety of fog computation node operation.

Fog computing components

From previous supportive research in state of art in fog computing, selection of system components has been established with minimalistic approach by design.

Virtualization layer

From the OpenFog reference architecture in fig 2 .3, important notable point is declaration of four fundamental system resources for offering to clients-Network, Accelerators, Compute, and Storage. Network resource represents the additional bandwidth availed for the client in the lossy wireless network. This is an important resource in securing the client position into the network. Literally, network provision attaches the client to cloud.

Accelerators are dedicated FPGA cores designed for specific mathematical and logical operations. They are designed to perform conventional tasks in the most efficient and elegant manner. FPGAs include GPUs, floating point processors, Digital Signal Processors (DSP), and signal enhancers. Compute and storage are fundamental system resources which are essential services of external computing paradigm and so, offered by default. They are availed to the clients in the most fast, efficient, and easy manner.

All these resources are grouped in virtual infrastructure plane which is controlled and operated over by a local manager with specialized system calls in allocation and release. Manager overlooks resource provision and delegation for various internal system requests for system resources in formation of logical instance of clients.

Orchestrator

Orchestrator is the entry point for all client requests migrated from transport layer in OSI internet model. Orchestrator acts as the validator of requests based on fog computing network administrator rulesets. Orchestrator also minimal view on system status from virtual infrastructure manager and container plane. This aids orchestrator to delegate necessary system resources for serving the incoming client requests. It accepts request via Unix sockets at transport layer in OSI model. It sends terminal end signal to respective container in response of dead clients. This allows releasing of idle resources.

System coordinator

System coordinator is the administrator view into the fog node. It enables the administrator to view the system status from manage in virtual infrastructure; set rules for acceptance of client request; and view individual system status of each logical instances of the onboarded client. System coordinators enabled detailed view of the system which assist administrator throughout establishment of the network for efficient system modelling. System administrator can control the nature of clients getting served through the custom rulesets.

Proposed system architecture

Below Fig. 3.9 represents the core minimalistic design proposed as Fog node architecture. Proposed model is a minimalistic setup without sophisticated functionalities, as the model only outlines the abstract view of the system which is to be designed in future. The proposed fog computing node model is significantly adapted from [START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF] which is presented in the paper with the figure of fig. 2.8. The proposed architectural model typifies on the basis of minimalistic approach, specific core abstractions -physical layer, virtualization layer, and administration layer. Each layer is constituted by core fog computing components as described in above section.

Physical layer represents the southern layers below transport layer in OSI model or any internet protocol stack. Physical layer is the exit point of network socket in Unix system over which the administration layer sits on. Administration layer includes the standard fog orchestrator and system coordinator. System coordinator is functionally represented by admin console which provides the interface for data monitor & analysis through data and control plane. Virtualization layer is actual representation of fog computing paradigm which hosts all clients' logical instances, actively servicing their computational needs.

In addition, individual modules are grouped into planes for easy understanding. Virtual infrastructure plan includes system resources. Container plane hosts all the running containers. Control plane represents all the administration rulesets for the clients and data plane represents all the observation of system resources' availability. System coordinator can observe the operation of the system only externally. With the use of containers, all the client's data effectively concealed and protected from any external access.

Design of virtualization layer benefits significantly upon usage of containerization mechanism. From [START_REF] Bellavista | Feasibility of fog computing deployment[END_REF], it can be agreeably recognized that containerization is a feasible solution for fog computing design. In [START_REF] Satyanarayanan | The case for vmbased cloudlets in mobile computing[END_REF], Satyanarayanan et al have proposed usage of Virtual Machines (VM) to serve mobile devices. VMs are efficient in terms of machine-state storing, retrieving, transporting, platform independent deploying, and dedicated performance management. However, VMs are resource intensive and causes more delay in setting-up and tearing-down the systems. On comparison with containers, all containers operate over single kernel essentially easing up bringing-up and tearing-down processes. Proposed model will make use of docker containerization, as containers are light-weight type of VMs. Basic provisioning and performance measurement 

Workflow

Administrator observes the system resources and enter the library of rulesets in the admin console. Admin console acts an interface for ruleset database and system resource activity database. Further, admin console is to be provisioned with logging facility.

A client request of computing services arrives at orchestrator. Upon proper reception of request, orchestrator tries to filter the request based on rulesets. Rulesets are obtained by the Orchestrator at runtime by querying the database for rulesets. Once the request is validated, orchestrator tries to delegate the request with corresponding container. Provisioning of containers are decide based on availability of system resources.

Internal hypervisor daemon, in turn, triggers a set of internal APIs to execute desired containerization functionality. If required, some of the internal API calls will be delivered to a respective compute node through messaging layer protocols. In absence of running container, daemon brings up a new container instance. Then, manager of API calls at corresponding compute node acknowledges received message and reacts by forwarding necessary commands to the container via a driver. Finally, upon successful completion of process or termination client requests inside container.

Remarks

These are some conceived advantages of the system architecture which are yet to be validated:

-Quality of service assured using dedicated server containers. In tradition, one server handles all the client's requests but here, we have a one-to-one mapping.

-Privacy and security are enforced by design. Privacy is maintained by usage of individual containers. Security is maintained by usage of container from trusted repos. However, there are some noted needs for improvement in the system architecture. For instance, system coordinator needs more specification, detailed formatting, and granularity in rules specification. Captured data needs more channels for access, reporting facility, automated observation, event monitoring, and extrapolation.

Implementation _

Virtual Fog Node (FN) will be constructed in Linux server system VM with containerization enabled. Vehicle clients are simulated using Linux containers. Vehicle client, cloud (Amazon EC, Azure, Google cloud services), and FN are interconnected within GNS-3.

Tools

Open source tools are preferably utilized, given the ability to tweak the source code and wider support & development community. The simulation setup is built in Ubuntu 18.04 Linux system. Linux system is utilized for the ease of network programming and root access privilege, which is used for creation of Linux bridges and virtual ethernet interfaces. Table 4.1 summarizes all the tools and its roles. GNS3 is a Python based virtual-network designer and emulator first released in 2008. It allows the combination of virtual and real devices, to simulate complex networks [START_REF]GNS3 Documentation[END_REF]. It uses Dynamips emulation software to simulate Cisco IOS. GNS-3 features docker capability. GNS3 focuses SDN, cloud technologies with hot-plugging configuration and on-demand scalability. GNS3 provides flexible network design options through a combination of emulated hardware devices that run real network operating systems such as Cisco IOS, VyOS; simulated operating systems such as NX-OSv; and external network connectivity with virtual network interfaces in host. Internally, GNS3 runs as a Hyper Text Transfer Protocol (HTTP) server daemon. In Linux environment, it utilizes 'brctl'-Linux ethernet bridge administration tool -to set up, maintain, and inspect ethernet connections between network entities -nodes and router. Each of the node's ethernet adapter being connected corresponds to a physical interface in the bridge, which is a Unix system socket in host computer.

NO. CATEGORY

VyOS

VyOS is an open source network router operating system based on Debian GNU/Linux. VyOS supports static and dynamic routing protocols -BGP for IPv4 and IPv6, OSPFv2, Routing Information Protocol (RIP), RIP next generation (RIPng), policy-based routing, equal cost multi-path routing. Additionally, it supports Virtual LAN (VLAN), Virtual private network (VPN), Network Address Translation (NAT), Dynamic Host Configuration Protocol (DHCP), Virtual Router Redundancy Protocol (VRRP), NetFlow, and QoS shaping policies [START_REF] Vyos | VyOS Wiki[END_REF].

Docker

From [START_REF] Docker | Docker Documentation[END_REF], Docker is a computer program that performs operating-systemlevel virtualization also known as containerization. Docker is primarily developed for Linux, where it uses the resource isolation features of the Linux kernel such as cgroups and kernel namespaces, and a union-capable file system such as OverlayFS, to allow independent containers to run within a single Linux instance. Docker is an LXC administration tool augmented with a high-level API to provide lightweight solution. It provides a way to automate operation and deployment of computer programs in a secure and scalable manner. It uses the concept of containerization which is packaging of Unix processes along with all its dependencies -binaries, libraries, configuration files, scripts, virtualenvs, jars, tarballs -and can be run on any x64-bit Linux kernel that supports cgroups. It uses layered filesystem such as btrfs which minimizes the actual occupied disk space on host. It can reserve CPU cycle and memory allocation for individual container.

Functionality

Simulation performs network analysis over communication between cloud server & vehicle via cellular communication, and communication between FN & vehicle via IEEE802.11 communication standard. Vehicle simulates offloading of a process to cloud and FN via virtual links in GNS-3. Vehicles' mobility & metrics are to be updated via Simulation of Urban Mobility (SUMO) tool. Fog node accepts the request and delegates a container along with favourable resources. Vehicle establishes direct communication with the container till termination/completion of process. Containers running actively in the Fog node are connected to internet via backhaul network connection of Fog Node. Cloud services performs similar activity upon request from the vehicle.

Simulation setup

Simulation setup is based on distributed modular server architecture. In this design, each server module is mapped with single client. Server modules are deployed as LXC with docker as automated LXC management tool. Server modules along with docker, is operated inside a Linux VM to represent a fog computing node. Inside GNS3, nodes are interconnected with other nodes through VyOS router. Thus, process isolation, privacy in data management, and dedicated resources, are provided in client-server relationship by design.

In the setup, there are three virtual machines which are configured as server, router, and client. Router acts as focal point of all communications across three network domains. Star network topology is used for simplistic purposes. Router is connected with external network/Internet through local host computer.

Fog computing network of single fog node is built and operated. RSU is represented by the fog node which composes Fog Node RSU server named as FNRSU-server and FNRSU internal router named as FNRSU-IntRouter. FNRSU-IntRouter maintains three wired ethernet (IEEE 802.3) connections at 10 Mbps connection speed. FNRSU-IntRouter is connected with external host or host where simulation is run in the network 10.200.200.0/30, which is from private network addresses. For testing purposes, FNRSU-IntRouter is connected with FNRSU-Client in the network 172.1.100.0/24, which is from public network address. The reason behind having public address for client is that client is expected to be roaming and hence, can simultaneously be connected to Internet via two active/inactive connections -fog network & cellular communications. FNRSU-Server is connected in the network 192.168.2.0/24, which is from private network addresses.

FNRSU-IntRouter with FNRSU-server and local host computer/Internet are part of internal networks which is marked by private addresses.

In the simulation setup, FNRSU-IntRouter is connected to internet via ethernet tap device on local host computer. Ethernet tap is virtual device resembling ethernet adapter on a machine. Tap device is assigned the address 10.200.200.1, while eth0 adapter on FNRSU-IntRouter is assigned the address 10.200.200.2. On local host computer, NAT is enabled and traffic coming over tap device is source address translated to match local host machine's IP address on ethernet adapter connected to public network/internet.

In the FNRSU-IntRouter, NAT is enabled as well. It is to hide the simulation setup, as the firewall on the VMs are dropped to enable testing of various protocols. However, port forwarding on network -192.168.2.0/24 and 172.1.100.0/24 -port 23 is solely performed to allow Secure Shell (SSH) remote host connections over NAT. Normally, this is configured to have general access to VMs.

In the FNRSU-IntRouter, DHCP server is enabled in the client side of FC network provided dynamicity of network topology. It is the authoritative issuer i.e., it actively re-configures issued IP address in case of discrepancies, of IP address in the domain 172. Temporarily, Internal commands of docker-engine API has been used as admin console. Docker inspect command lists the parameter of any container. Linux tool htop gives an overall performance view of the system. Temporarily, conditions and validation of incoming requests are hard-coded in the programming. Orchestrator is written in C++ programming language is made to listen on port 6000. Temporarily, the server can serve up to 10 requests simultaneously.

There are netperf container which run only netserver tool in minimalistic Linux environment is used for time being. No OEM or domain specific container are used since this the first phase of evaluation. NS3 and SUMO is proposed to simulate VANET in the client VM. Vehicles are set to be mobilized based on input from SUMO inside NS3. Mobile vehicles connect with fog node -road side unitaccess point which is set up inside NS3 tool. And, internally through the client interface, wireless access point in NS3 connects with the server on GNS3. FNRSU-IntRouter provides contention-free network bandwidth to access Internet, which signifies its placement in between client and server. Also, this setup enables client testing with remote cloud servers.

Remarks

Evaluation and testing of the setup have been performed with only primitive test cases and scenarios. Simulation setup requires modification with redesign of the architecture only after thorough evaluation of the setup. Nevertheless, minimalistic testbed has been constructed with fully functional modules which signifies the important aspect of building a new simulation testbed for fog computing architecture.

Evaluation _ 5.1 Flent tool

Netperf is a popular benchmarking tool which are to test/measure various aspect of network and their performance. The primary foci are unidirectional data bulk transfer and request/response performance using either Transmission Control Protocol (TCP) or User Datagram Protocol (UDP) and the Berkeley Sockets interface [START_REF] Hp | Netperf doc[END_REF].

Available unconditional or conditional tests as with latest version include:

-TCP and UDP unidirectional transfer and request/response over IPv4 and IPv6 using the Sockets interface. -TCP and UDP unidirectional transfer and request/response over IPv4 using the X/Open Transport Interface (XTI) interface. -Link-level unidirectional transfer and request/response using the Data Link Provider Interface (DLPI) interface. -Unix domain sockets -Stream Control Transmission Protocol (SCTP) unidirectional transfer and request/response over IPv4 and IPv6 using the sockets interface.

Test are supplied as Python files and can specify commands to run.

Realtime Response Under Load (RRUL) test

This test exists in a couple of variants and it works by running Round-Trip delay Time (RTT) measurement using Internet Control Message Protocol (ICMP) ping and UDP roundtrip time measurement, while loading up the link with eight TCP streams (four downloads, four uploads) [START_REF] Flent | RRUL test[END_REF]. This quite reliably saturates the measured link (wherever the bottleneck might be), and thus exposes bufferbloat when it is present.

Legend

Each plot contains three graphs: TCP download, TCP upload and Ping. In graphs -TCP download, and TCP upload, x-axis and y-axis represents data throughput in Mbit/s and elapsed time in seconds respectively. In ping graph, xaxis and y-axis represents data latency in milliseconds and elapsed time in seconds respectively. The legend in each graph refers to diffserv markings where BE is Best Effort, BK is Background, CS5 is Class Selector 5 such as video, EF is Expedient Forwarding [START_REF] Flent | Flent Message Service[END_REF]. Our point of interest is marked by Expedited Forwarding (EF) model which refers to provision of resources to latency (delay) sensitive real-time, interactive traffic [START_REF] Networkworld | the QoS Expedited Forwarding (EF) model[END_REF]. Thus, EF directly corresponds towards farfetched definition of VANET traffic.

Test Scenario

Below plots gives the result of primitive testing. Test cases includes oneclient-to-one-server which represents docker containerization, and many-clientsto-one-server which represents convention client-server model mapping of TCP and ping traffic over simulated fog computing network and remote cloud computing network. For easy understanding, each marking corresponds four kinds of data which are being present in a prioritised queues of Wi-Fi networks. Orange represents background process data of a computer; Green represents best effort in which n which the network does not provide any guarantee that data is delivered or that delivery meets any quality of service; purple represents video; and pink represents voice.

Plot

one-client-to-one-server in FC network

First-of-all downloaded data is nothing but the uploaded data. Fig 5 .1 givers the graph plot of one-client-to-one-server in fog Computing network which represents containerized solution. Initially, when there is less contention for bandwidth, best-effort packets have higher throughput. Gradually in 0-10s, when background packets arising first, BK packets contests with BE stream and eventually, BE packets are phased out. In later sections of graph, Audio data EF occurs in cycles of burst mode while preserving assured QoS. Video data CS5 occupies the remaining bandwidth which can attributed to the fact of buffering data, effectively maintaining QoS. Ping graph is predominantly displayed by ICMP packets rather than other UDP packets because channel gives more preference towards TCP connection than UDP. However, if we have a closest map projected over the OSI layers, ICMP is implemented directly on top of IP packets and doesn't use a transport layer like TCP or UDP. 
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The evaluation performed above is performed for primitive test cases without detailed constraints factored in about latency, throughput, and packets' size. TCP protocol is mainly used to test reliability which forms basis for QoS in latency constrained critical services. As observed, UDP is zero percent success rate when contested with TCP connections. TCP graph starts with a delay which is attributed to TCP handshake. Discontinuity in the average graph is attributed to packet drops in the connections. As observed, fog computing has better connection stability over both containerization and non-containerization methods, when compared with cloud computing architecture. Throughput is much higher in fog computing architecture and thereby, low latency in channels, which has been previously conceived theoretically. Henceforth, these preliminary tests minimally validate the proposed architecture and, a stable testbed has been conceived & built. The extension of the tests is adopting new test cases. With varying model of testing in flent tool, we can test and validate various aspects of network.

Conclusion & Future Work

Fog computing is an emerging computing paradigm with primary objective of enabling intelligence at the network edges. Fog computing complements IoT paradigm by bringing necessary resources and intelligence, in their proximity. Hence, fog computing creates and enables, real-world latency-constrained critical IoT applications. Moreover, it is a very nascent technology which require adequate research and befitting tools to evolve as a pivotal technology in Internet-of-Things. As with any primitive technology, FC requires standard model of system architecture and well-defined system processes & components. OpenFog Consortium is global industrial group, investigating and promoting fog-as-aservice (FaaS) abstraction [START_REF] Group | Openfog reference architecture for fog[END_REF]. FaaS promotes new business ventures and opportunities such as renting fog nodes for licenced operators and dynamic & elastic infrastructure for IoT solution providers.

Fog computing in VANET is an interesting use-case where each entity can bilaterally benefit. Elaboratively, autonomous vehicles can utilize installed Fog infrastructure or vehicle can be grouped to form as fog infrastructure which can be publicly accessed [START_REF] Hou | Vehicular fog computing: A viewpoint of vehicles as the infrastructures[END_REF]. Though fog computing is praised for novel approach, there are new and unexplored security & safety concerns in the network. Security concerns such as duplication of authenticity in service point advertisement; classical yet more vulnerable man-in-the-middle attack, DoS attack and eavesdropping; and heightened risk of physical damage as fog node RSU are more vulnerably placed [Ref]. Moreover, security and privacy concerns has ever been hot topic of research in Internet-of-Things paradigm [START_REF] Yi | Security and privacy issues of fog computing: A survey[END_REF]. Hence, assimilating security concerns can be temporarily masqueraded with high potential benefits. Some open research questions inviting researchers can be summarized as abstraction or discovery of end-devices requirements/functionalities; best effort adaption or provision of suitable reactive architecture for dynamic and diversified client requirements [START_REF] Yi | Security and privacy issues of fog computing: A survey[END_REF]; administrative tasks such as efficient service management and service composition capabilities; and ability to link different set of micro-services from different set of IoT applications, to create real automated physical environment [START_REF] Chiang | Fog and IoT: An overview of research opportunities[END_REF]. Future works in thesis project can be projected as journal publication of proposed architecture with detailed evaluation. Paper publication in the fog computing paradigm always invites special interest to invoke more standardized architecture and out-of-box test environments.
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 22 Fig 2.2 depicts a sample fog computing infrastructure as presented in the OpenFog reference architecture.
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 22 Figure 2.2 OpenFog reference architecture: Ntier fog deployment
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 23 Figure 2.3 Layered architecture of FC node with logical aspects
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 2 Figure 2.4 ETSI NFV MANO architecture

Fig 2 . 5

 25 Fig 2.5 represents the reference layered architecture of ETSI mobile edge computing paradigm. Top layer represents north bound interface towards external network of public telecom infrastructure. Middle layer represents the instances of mobile edge hosts and 𝑀𝐸 ℎ𝑜𝑠𝑡 level management. 𝑀𝐸 ℎ𝑜𝑠𝑡 is the logical combination of 𝑀𝐸 𝑝𝑙𝑎𝑡𝑓𝑜𝑟𝑚 , NFVI, and 𝑀𝐸 𝑎𝑝𝑙𝑖𝑐𝑎𝑡𝑖𝑜𝑛𝑠. Each 𝑀𝐸 𝑝𝑙𝑎𝑡𝑓𝑜𝑟𝑚 manages a set of UEs. 𝑀𝐸 ℎ𝑜𝑠𝑡 is the logical representation of end device in middle abstraction layer where the applications of 𝑀𝐸 are hosted and operated.𝑀𝐸 𝑝𝑙𝑎𝑡𝑓𝑜𝑟𝑚 represents collection of essential OS tools and functions to accept, run and manage 𝑀𝐸 𝑎𝑝𝑙𝑖𝑐𝑎𝑡𝑖𝑜𝑛𝑠 in virtual infrastructure. NFVI hosts functions of software defined network. 𝑀𝐸 ℎ𝑜𝑠𝑡 level management helps in build, initiation, and deploy of ME hosts which are dedicated VMs. And, ME system level management helps in administration and topology management of south bound connections towards end devices. ETSI MEC reference architecture dictates the logical view of edge computing network.
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 27 Fig 2.7 gives an overall architecture and functional overview of the proposed architecture in[START_REF] Santos | Fog computing: Enabling the management and orchestration of smart city applications in 5g networks[END_REF]. Cloud node represents the centralized and management node of all fog nodes in the network. Cloud node holds a consolidated view of all fog nodes and rulesets. Fog nodes in fog layer are connected in peer-topeer mode with routers using OSPF protocol. Fog node also provision wireless Low Power Wide Area Network (LPWAN) gateway for various technologies such as LoRaWAN, SigFox, IEEE 802.1ah, etc. In sensor network, two types of communication occur -M2M and direct northbound communication. Fog agent is sensor level proxy agent for fog node which assist in coordination with farther nodes.Further, a minimalistic functional implementation of the fog computing network has been proposed and evaluated. The challenges encountered in the MANO-based fog architecture -latency constraints, Security Challenges, Network bandwidth constraints, Resource constrained IoT, High Dynamicity, and Handling handover. All the aforementioned constraints are unique to fog computing
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 27 Figure 2.7 Overview of the proposed fog-based MANO architecture
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 28 Fig 2.8 depicts the detailed functional overview of FC node architecture. The default roles of FC node include autonomous setup & management of associated devices in its infrastructure, device discoverability, network topology management, peer discovery, peer communication, northbound cloud communication, southbound device communication, configuration with fog administrator, monitoring devices' mobility, and security in M2M communication.With the listed functions, in order to have simplistic functionalities, the node architecture has been proposed which comprises of Fog Graphical User Interface (GUI), Fog Application Programming Interface (API), data tools, fog control centre, fog orchestrator, fog manager, and Virtualized infrastructure.

Figure 2 . 8

 28 Figure 2.8 Detailed overview of the FN architecture
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 29 Figure 2.9 P2P fog protocol: based on a lightweight version of OSPF to exchange application service provisioning information between fog nodes and the cloud layer
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 2 Figure 2.10 represents the layered architecture of functional protocol stack used in Vehicular Cloud Computing (VCC) as presented in []. IEEE 1609 represents the family of standards for Wireless Access in Vehicular Environments (WAVE). WAVE defines various aspects such as network architecture, communications model, management structure, security mechanisms and physical access.Maximum channel throughput up to 27 Mb/s in range about 1000m with low latency has been proposed in WAVE[START_REF]WAVE Factsheet[END_REF]. Main components in the infrastructure which are defined by WAVE standards include OBU, RSU and WAVE interface.
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 31 Figure 3.1 Proposed Fog Node Architecture

  1.100.128/25. It is configuring to have a lease time or expiry time of the IP address, of 1800s or half an hour. Domain Name System (DNS) server is not locally hosted, as there is no name translation occurs because it is machine-to-machine network enabling numeric address conversations. However, to enable internet connection in VMs where software installation and upgradation occurs frequently, requires DNS resolution. Hence, public DNS server of 8.8.8.8 is configured and used. The FNRSU-server sits on 192.168.2.100 over enp0s8 adapter. The simulated setup of fog node server is summarized, and pictorial represented below in Fig 4.1.

Figure 4 .

 4 Figure 4.1GNS3 fog simulation setup

Figure 5 .

 5 Figure 5.1one-client-to-one-server in FC network test

Figure 5 .

 5 Figure 5.2 many-client-to-one-server in FC network test with request at 0s

Figure 5 .

 5 Figure 5.4 many-client-to-one-server in FC network test with additional request at 18s

Figure 5 .

 5 Figure 5.6 one-client-to-one-server in CC network test

Figure 5 .

 5 Figure 5.7 traceroute output of remote server

Figure 5 .

 5 Figure 5.8 many-client-to-one-server in CC network test with request at 0s

Figure 5 .Figure 5 .

 55 Figure 5.10 many-client-to-one-server in CC network test with additional request at 18s

  1.1.5 Terminologies .............................................................................................................................................

1.2 MOTIVATION ........................................................................................................................................................ 1.3 PROBLEM STATEMENT ....................................................................................................................................... 1.4 CONTRIBUTION .................................................................................................................................................... 1.5 THESIS OUTLINE ..................................................................................................................................................

  Figure 1.1 VANET Architecture ................................................................................................................ Figure 1.2 Infographics depicting use-cases and merits of fog computing according to OpenFog reference architecture; Inside ellipse: simplified operation of connected vehicle ........................................................................................................................................................ Figure 1.3 Simplified entire perspective of stated hypothesis ....................................................Figure 2.1 Related computing paradigms [1] ..................................................................................... Figure 2.2 OpenFog reference architecture: N-tier fog deployment ......................................... Figure 2.3 Layered architecture of FC node with logical aspects [2] ........................................Figure 2.4 ETSI NFV MANO architecture [3] ....................................................................................... Figure 2.5 Architecture of ETSI MEC computing paradigm [3] ...................................................Figure 2.6 oneM2M functional architecture ........................................................................................Figure 2.7 Overview of the proposed fog-based MANO architecture [4] ................................Figure 2.8 Detailed overview of the FN architecture [4] ................................................................Figure 2.9 P2P fog protocol: based on a lightweight version of OSPF to exchange application service provisioning information between fog nodes and the cloud

1 SERVER CODE ....................................................................................................................................................... A.2 CLIENT CODE ........................................................................................................................................................ A.3 ROUTER CONFIGURATION .................................................................................................................................. ANNEXURE -B: ROLE AT RISE ..................................................................................................................... LIST OF FIGURES layer [4] .....................................................................................................................................................

Table 1 .

 1 1 Comparison between IoT and Cloud computing paradigms .................................... Table 2.1 Comparison between simulators & similar tools .......................................................... Table 4.1 Tools & its roles ...........................................................................................................................

Table 1 .

 1 1. 1 Comparison between IoT and Cloud computing paradigms

	No.	Characteristic	Internet-of-Things	Cloud computing
	1 Contextual location	Pervasive (located everywhere)	Ubiquitous (accessible everywhere)
	2 Type	Physical devices	Virtual resources
	3	computational capabilities	Limited	Virtually unlimited
	4 Storage	Limited	Virtually unlimited
	5 Internet usage	Service convergence	Service delivery
	6 Big data applicability	Data source	Data management

  Metrics and statistics of simulation influences the next design of test-server, test-client, system software, network topology, communication channel, and resources in proceeding iterations. Moreover, building real network for test-cases are resource expensive; and difficulty exists in deployment of such network with efforts for procurement, installation, physical safety & security. Over iterations, changes, or adaptions in model with returning results are less applicable in physical test model.Observing additional parameters, events, and settings in a physical model has scope limitations, which restricts thorough analysis. This undermines the development of a new technology. Further in futuristic use-cases, physical modelling of non-existent actors is inefficient, as is insufficient level of abstraction. Creation of several physical models for individual use-cases, is definitely cumbersome approach.

	bandwidth usage.
	Container communication
	Internal control communication
	Internal commnication
	External commnication

  Thesis work of 'Design and Evaluation of fog computing architecture' oversees elaborate study in establishing considerate requirements for design proposal, documentation, and actual process of design, implementation, & evaluation. State-of-art FC publications and related project-works inspire design proposal. Formation and simulation of virtual testbed minimally validates proposed architecture and with inclusion of VANET technologies, sophisticated validation occurs. Testbed is built on standard Linux distros and internet protocols to have a reliable simulation environment for FC network.In summary, primary contributions in this thesis work can be listed as:

	1) Literature review
	a. Initial study over computing paradigms, vehicular communications,
	and computer virtualization techniques.
	b. Identification of similar technologies with industrial support and
	adoptions.
	c. Review of similar technologies -cloud computing, edge computing,
	and mobile cloud computing.
	d. Elaborate state-of-art study in fog computing about scope,
	definition, terminologies, and limitations.
	e. Identification of FC related projects.

Table 2 -

 2 1 lists some of the key features of tools and simulators analysed in this section.

	Factors	iFogSim	Cisco IOx Devnet OpenStack++ Stack4things
	Type	Simulator	Sandbox/Simulator	Extension	Emulator
	Open-Source				
	Active				
	development				-
	community				
	Programming Language		-		
	Maturity	Less	High	Less	Medium
	LXC Support			-	-
	Base software	CloudSim	Cisco IOx	OpenStack	OpenStack

Table 2 .

 2 

1 Comparison between simulators & similar tools

Acknowledgements

RISE

Virtualization Orchestrator NS Network State OBU On-board Unit OBU On-Board Unit OSGi Open Services Gateway initiative OSI

-

Interoperability: FC nodes from different manufacturers must be able to communicate/operate with one another without any performance hinderance.

-Open communication: FC node must use only standard and accepted protocol stacks for enabling communications.

-Different hardware vendors: In a network, node can be procured and. installed from different vendors, which ensures open industry standards.

-Utilization of used FC nodes: FC network must have ability to reinstate under new conditions upon reset without any reservation.

-Location transparency: FC network must operate at identical performance under similar conditions irrespective of the physical location.

-Deployable anywhere: FC network must have ability to be deployed everywhere under suitable conditions.

Without delving into further logical aspects of the system architecture, provided aspect of backend support in the reference architecture, discuses briefly the technological requirements of a FC nope. Some of the key takeaways include: 

ANNEXURE -A: CODE REPOSITORY

A.1 Server code

Tasks

At commencement of traineeship, researcher is assigned the task of literature review of relevant documents -technical journal papers, conference proceedings, industry standard reports, white-papers, and documents from acclaimed websites. This allows identification, conceptualization, definition, demonstration, and utilization of the technology and its standards, towards thesis preparation. It also inspires to innovate methods for execution of the setup.

Acclaimed journal papers furnish most accurate definition, field of application, schema of application scenario, system architecture, design, and abstract model. Supervisor guides in selection of proper methodology in performing research & development of setup, and method to conduct literature review. Supervisor periodically reviews literature digest, quality of literature review, and provides feedback. Post successful completion of literature review, minimalistic model of test bed is designed with proper supportive arguments. In order to implement designed model, suitable tools and programming language will be explored and analysed. With proper tools being selected, testbed model will be implemented. Supervisor will evaluate the work through every step of the project.

Further, testbed incorporates incremental feature development and testing, which enables adaption of new test-case on-the-go. Network schematic for hypothesis experimentation will be designed. With functional testbed, network model will be simulated and evaluated. Various metrics, parameters & attributes are captured, and tuned for fine simulation of network model, performance testing, network traffic analysis, and workload balancing. Captured results are summarized and the summary is analysed to validate the hypothesis. And, indepth analysis of the conditions in hypothesis evaluation will be formed.