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Introduction

Laterite is an international company based in Kigali, Rwanda, with affiliates in several other countries, including the Netherlands. They provide consulting services of data collection, research, analysis and advisory to their clients : governments, universities, NGOs etc. They concentrate their activity in the Eastern part of Africa, more specifically in Rwanda, Uganda, Tanzania, Ethiopia and Kenya. Their projects follows the typical full cycle of research : data is collected during surveys in the field, processed, analysed and the study is delivered, along with the results. The Laterite surveys always have a geospatial component : data is collected and households' GPS coordinates are registered. Because of that geospatial aspect, the company created the Geolab, destined to bring geospatial data into analysis and research work. One main example of the usage of this data in the company is to superimpose the "ground-truth" survey data with remote-sensing data : a way to do that is performing geospatial interpolation (the Geolab's second initiative). In this light, Laterite has hired several Geospatial Data Interns in the past, to contribute to the first initiative : the strengthening of the Geospatial Data Backbone (GDB). The GDB is a database made of raster grids over African countries. It goes hand to hand with the geospatial dashboard, an RShiny tool allowing to extract data from the GDB. The purpose of the internship has been to complete the Geolab's first initiative by building and improving the company's internal product : a strong, complete GDB and a reliable geospatial dashboard to access the data. In other words, the objective has been to consolidate an application, consisting in a program (the dashboard) interacting with some resources (database) in order to offer the user the possibility of completing different tasks. Building this application supposed several parts : design, development and deployment. This procedure comes with its computational and data-related challenges : how to access and work with a remote and heavy database ? How to make the tool as efficient as possible ? How to secure and store the app's versions over time ? This report will be led by the following question : what are the challenges and solutions to the design, development and deployment of a geospatial data management tool? We will first explore the question of the remote access to the Laterite resources. Then we will focus on the constraints and solutions related to coding the application. Finally, we will see how the need for reproducibility of the application and code was met.

I -The problem of the remote access to data

As an international company, physically present in 5 countries, Laterite cannot afford to have its data accessible in only one office. Remote connections are a necessity for interns to work on a company global product, and for the Laterite researchers to have that product at their disposal, no matter where they live. In this part, we will address the constraint of accessibility to the data and study the solutions found.

Accessing data can be seen under different angles. Before actually working on improving the application, one of the first challenges has been to connect and set things up to interact with a heavy database, the GDB. The second angle of the remote access to the data is related to the app's deployment. Data (in this case, the deployed app) must be easily accessed company-wide. 1 1.1 Building a remote working environment As part of any IT project, thinking up a practical and reliable way of working with remote and big data is sometimes overlooked. Yet, it is a crucial preliminary step to work as quickly and effectively as possible. Here, the term working environment supposes finding access to data and the optimal tools to produce and test code. The first mission of the internship has been to figure out how to go from zero to having full access to the GDB and the ability to edit the geospatial dashboard. 1.1.1 The choice between local and remote work 1.1.1.1 The cons of working on the dashboard locally Laterite owns a private server, in which they store both the GDB and the dashboard's code files. At first glance, because this remote server was not directly accessible, working locally seemed like an easy solution. The dashboard's code files were downloaded from GitHub and copied on a local computer. Then, samples of the GDB were also made available locally. With both code and data, it became possible to work on the geospatial dashboard with RStudio.

However, the limits of working locally were soon revealed. It was unpractical since downloading samples of the GDB took time and could not allow to test all case scenarios of the data interacting with the code.

The second reason was that some dashboard errors could not be reproduced on a local computer. The Geolab created an "issue list" where researchers could report a particular dashboard problem they experienced, or make suggestions regarding improvements. Some of the reported errors could easily be noticed on the dashboard's deployed version, hosted online at https://geospatial.laterite.com. Yet, they did not show up locally. They could not be reproduced somehow, despite the code and data files being exactly the same between the local and online versions. For example, such errors included a missing package error. Also, when inputting a file too large to process for the dashboard, another error was raised : "Request Entity Too Large".

Given the package error, it can be hypothesized that the two versions did not use the same set of packages or package versions. Moreover, the second example hints at different system configurations that could allow uploading bigger files to the dashboard in the local version, but not in the online version.

Intuitively, inspecting how to dashboard is run on the company server was needed to clarify this phenomenon. Considering that as well as the other inconveniences of working locally, it seemed like an obvious solution to access and work with the remote version of the application, on the Laterite server.

Accessing the data remotely through SSH

Laterite has subscribed to a Virtual Machine (VM), provided by the cloud computing service Microsoft Azure [1]. A VM is an imitation of a physical computer : a piece of software reproducing a computer system and operating system. The Laterite VM can be pictured like an independent computer existing somewhere in one of Microsoft Azure's datacentres scattered worldwide.

A subscription to an Azure VM allows to store data, applications etc. One can make it act like a server, in other words, a computer offering services like webpages or applications to other computers, referred as clients. That is how Laterite provides the geospatial dashboard and its resources to any member of the company who connects to https://geospatial.laterite.com. The information and configuration of VMs and data disks can be reached from an online Azure platform.

In order to access Laterite data (dashboard files, GDB etc.), we have to access its VM. That means a connection must be set up between our local computer and the Laterite VM. The typical way of establishing a connection between two computers is the Secure Shell protocol, also known as SSH protocol. It enables a secure connection tunnel between a client and a remote server, encrypting the transferred data. SSH allows to work with a remote server in a secure way : security is guaranteed when logging in, transferring files and executing remote commands. The entire working session is encrypted as data travels between the local and remote computer. [2] In order to authenticate to the remote server, two systems can be used : a passwordbased authentication or a key-based authentication. A choice had to be made as to which system should be used.

An SSH key can be compared to a digital ID specific to each SSH user. It is possible to create a key-pair : a private and public key. The private is secret and should not be shared with anyone. The public key can be shared to any server a user wishes to connect to. A key-based authentication is the safest option because during authentication, the private key stays safely stored on a local machine, while the password has to travel between the client and server. Although encrypted, it makes it more vulnerable to third-party spying. However, a key system can be more cumbersome to set up than creating a password. Plus, it supposes that the private key is stored locally, which can be problematic in case the computer is stolen. [3] On an Azure VM, SSH can be set up providing a public key at the time the VM is created. The corresponding private key is stored locally by the person who made the key pair. Knowing that, a first possibility was explored : copying the private key of the VM's creator, store it locally and initiate the SSH connection using that key pair. Though it seemed valid at first glance, it would have meant that an intern could connect as the root user, which is also not ideal for Laterite, as would have been casually exchanging private keys by the Internet.

For this reason, it was decided that another user should be created especially for Laterite interns : the laterite_intern user. In this case, a key-based authentication would have been less relevant, since each intern would have had to pass down a SSH private key to its successor. As interns come and go, it was simpler to use a password-based authentication. Although a password is a bit less safer than an SSH key, its entropy was increased using numerous, complicated and diverse characters. Authentication is illustrated in Figure 1 (element n°1).

Mobaxterm was used to create the SSH session [4]. This enhanced Windows terminal is more convenient than starting SSH from a terminal with the usual ssh command or than using another terminal like Putty. As a matter of fact, it provides a real Graphical User Interface (GUI) which allows the user to easily move within a server, visualizing the file tree and uploading files. Figure 1 gives an global overview of Mobaxterm, notably its file tree function (element n°2).

Once logged in the Linux VM as the laterite_intern user, access to the server was possible. As indicated on the Azure platform and by the result of a lsblk command, the data disk attached to the VM is mounted at /srv/geospatial_dashboard (Figure 1, element n°3). This disk contains all GDB-related files.

Figure 1-Mobaxterm is used to SSH connect to the server and reach data

We have seen the reflection path about the way of working with Laterite data. Local work was quickly excluded and a remote access through SSH was rather used. The constraint of accessibility to the data in a remote way raises a security question. In our case, it was guaranteed by the SSH protocol and the choice and storage of a strong password. Decisions were also taken with an aim for sustainability in mind. Handling remote connections was novel for the Laterite team and the work done will be useful to new interns, who will take advantage of the written documentation and use the laterite_intern user to connect (see part 3). That being said, having access to the data is only a first step towards building a working environment. We will now study what was done to allow editing and making improvements to the geospatial dashboard directly from the remote server.

1.1.2 How to work with R remotely ?

Connecting to the Laterite server, where the dashboard code and GDB are present, was a preliminary step necessary to establishing a working environment for the application. The solution for remote programming did not came up immediately : how does one go from seeing files in a terminal to programming in a RShiny app ? Let's take a step back. The internship's primary mission dealt with Laterite's geospatial initiative : firstly, improve the geospatial dashboard (a human interface to the GDB), and secondly, produce R scripts to strengthen and automate the database. To conclude, setting up the RStudio Server IDE allowed to fully access and edit the R Shiny dashboard, in a secured and practical way. This way of accessing data remained the preferred one during the whole internship.

Remote access to the deployed application

During the internship, the second challenge dealing with remote connections was the access to the geospatial dashboard's deployed version. Hosted online at https://geospatial.laterite.com, it was already made available for the whole company since February 2022. However, a proper and documented understanding of its deployment allowed to manage this remote access and make some small adjustments.

Here, the issue is to grant access to the dashboard to all members of Laterite, especially the Research team, who performs geospatial data extraction to conduct their analyses. Laterite is by essence international and researchers need to benefit from the enterprise product, whether they reside in Rwanda, Ethiopia, the Netherlands etc. No one would imagine giving employees local copies of the dashboard and database. Data must be centralized in one place while anyone needs to be able to access it.

Let's dig into the solutions found to fulfil that need. Laterite uses several pieces of software to deploy the geospatial dashboard : Shinyproxy, Docker and Nginx. We will briefly see how they work individually and together.

Shinyproxy [6] is a piece of software used to deploy R Shiny apps online. The addedvalue of Shinyproxy is that it is open source but provides useful enterprise features like independent user sessions, user management etc. Shinyproxy is particularly useful because it works hand-to-hand with Docker. [7] Docker is a tool allowing containerization of applications, including Shiny ones. A containerized application runs in an isolated environment, where all necessary system files, packages and dependencies are present. A Docker container can therefore be run on any system without trouble. That is how the geospatial dashboard works on the Laterite VM, along with other company dashboards. Containerization allows different applications to co-exist on the same machine, without having to worry about compatibility issues. It is fair to say that Docker containers are like lightweight VMs.

[8] Throughout the internship, Docker served two purposes : the application's deployment and versioning (covered in part 3.2). As a deployment tool, Docker is linked with Shinyproxy in the following way : each Shinyproxy user session is actually a Docker container running in the background of the Laterite VM. This allows having several users connected at the same time, and sessions to be independent.

Shinyproxy can be configured with a specific file, named application.yml and located at /etc/Shinyproxy in the Linux VM (Figure 2). This file dictates which Docker image is to be run in the website. For now, let's consider a Docker image like a non-running version of a container. In Figure 2, lines 25-27 are the direct link between Docker and Shinyproxy : they indicate which Docker application must be deployed online (more details are given in parts 2.2.2 and 3.2). This configuration file also manages users (lines 13-15). Each user needs to log in to the website with credentials specified in the configuration file. That feature is currently used in a minimal way by the company, as there is only one all-purpose user, named laterite. Another important piece of software involved in the remote connection to the dashboard is Nginx.

[9] Nginx is a web server used as a reverse proxy : an intermediate server sitting between the client's browser and the Shinyproxy server. Reverse proxies come with a lot of advantages : they offer load balancing, web acceleration and overall increase server performance. But what's also interesting is that Nginx provides more security for the remote connection, because it allows setting up SSL (Secure Socket Layer) encryption.

SSL is used to encrypt the data exchange between someone visiting a website, and the website's backend server. Without this technology, anyone spying on the connection could read the data transferred between the two. With it, the data is encrypted and unreadable. Adding SSL to the HTTP protocol gives HTTPS, the extra S meaning "secure". It happens that Nginx grants direct configuration of SSL, managing SSL digital certificates.

[10]

As summarized by Figure 3, Shinyproxy, Docker and Nginx work together for guarantee the remote access to the dashboard. One alternative would have been Shiny Server. Both systems are open source and have pros and cons, but the main difference between the two is that Shiny Server can serve a maximum of 20 users, while Shinyproxy can serve an unlimited number of users. Shinyproxy also allows user authentication, but Shiny Server does not. However, Shinyproxy is more complicated to set up than Shiny Server. [11] Even if things were already set up, it was necessary to get to know those technical details. This understanding reveals the implications of the remote connection : deploying anything on the Internet requires a minimum of data protection. What's more, with this knowledge, it became possible to make small modifications to the dashboard's deployment, notably to solve some of its reported bugs.

Figure 3 -Overview of the deployment process

For example, tweaking the application.yml file permitted to solve two problems. Lines 35 and 36 in Figure 2 authorized bigger files to be uploaded to the dashboard's file inputs (thus solving the dashboard error described in part 1.1.1.1). Secondly, lines 19 and 20, helped adjusting the maximum number of connected users, determined by the difference between the two numbers (20099 -20000 = 99). It was particularly useful when preparing the geospatial workshop, where the several members of the Laterite team had to connect simultaneously to the app. Throughout this first part, we studied the challenges of remote connections and their solutions. Whether it deals with reaching the remote server, finding a way to edit remote R files, or deploying the dashboard online, remote access to data takes time to set up and optimize. The question of security is also omnipresent in networking, especially for a private enterprise like Laterite, who works with confidential information (company initiatives, surveys etc.). After having seen the preliminary steps needed to work with the company product, it is now time to focus on the internship's main topic : the improvement of the geospatial dashboard and GDB.

II -Improving the geospatial internal product

Improving Laterite's internal geospatial product was the main objective of the internship. Let's be clear on the terms used. The geospatial product englobes both the GDB (a geospatial database) and its human interface, the geospatial dashboard. Together, they form an application, a computer software package performing specific functions to fulfil the needs of a user. Thanks to the solid working environment described in part 1, everything is in our hands to improve the application. We will cover the specifications set for those improvements and the programming solutions found.

2.1 Improvements brought to the dashboard : how to maximize user experience ?

We will first focus on the geospatial dashboard. As explained in part 1.1.1.1, an issue list was at disposal. It contains reported bugs and potential improvements for the dashboard. Rather than mechanically tackling the list points one by one, an effort to understand the stakes of improving the dashboard, as well as a prioritization and grouping of the list's element were necessary. About the stakes of the dashboard improvement, the main goal was to maximize user experience (UX). UX describes the overall feeling a user gets when they interact with a system, service or application. For example, it comprises the perception of how efficient, easy-to-use or attractive the application was. This notion is highly subjective, yet it possible to leverage UX taking in account user feedback (the issue list) to improve the corresponding service (the dashboard). We will see how UX is broken down into several points : reliability, userfriendliness, flexibility and attractivity.

Description of the dashboard's functionalities

Before anything else, let's quickly discover the object at hand. The geospatial dashboard is the preferred user interface to the GDB, coded in R Shiny. Overall, its purpose is geospatial data extraction from the database. The GDB in itself is a huge, complicated collection of raster files, present on Laterite's server. Without any GUI, it would be impossible to exploit the database. Here are the dashboard's main functionalities.

In the "Variables" tab, the user can browse and visualize the database and its variables, for each of the 5 available countries. The tab displays a data table with information regarding variables : name, source, resolution of the raster file, theme, yearly observations available etc.

The two other tabs of the dashboard allow selecting and downloading specific geospatial data by 2 different means (see Figure 4). In the "GPS coordinates" tab, data extraction is done by providing GPS coordinates to the application. The user inputs a CSV file containing coordinates, chooses some geospatial variables, and then the program extracts the precise values of the variables at the provided coordinates.

In the "Administrative units" tab, data extraction is done by selecting some of the country's administrative units. For example, the user selects some administrative units (village n°2 of the zone n°1 of the region n°3) as well as some geospatial variables, and then the program extracts and summarizes the precise values of the variables for the provided units.

2.1.2 The need for reliability : solving the dashboard's bugs

Prior to the internship, the geospatial dashboard was clunky and suffered from numerous bugs. Those bugs were of different nature : some were caused by missing data, missing packages, others were due to programming mistakes. The missing data bugs were reported when a researcher would try to find a specific country administrative unit in the GDB, but could not find it. These errors concerned more the GDB than the dashboard itself and were solved by finding better country shapefiles (see part 2.2.1). The package errors were caused by missing packages. As an example, the package error described in part 1.1.1.1, which appeared online but not locally, was solved simply by installing and importing the right package.

However, other bugs were not as easily solved as the ones mentioned above. They required proper debugging. Debugging is the process of detecting and removing of existing errors in a software code that can cause it to behave unexpectedly or crash.

Figure 4 -Illustration of the dashboard's two data extraction processes

In programming, one debugging approach is the following : the first step is to reproduce the error. Secondly, the bug must be located : one must find out precisely where the bug appears in the code (inside a function, a package etc.). It can be useful to look at the R traceback to track the problem. Then, when the issue is identified, one must discover what went wrong. In that effect, it can be relevant to print the value of any involved variable to study the error. Once the problem is understood, it can be fixed. This approach is very abstract and general : in practice, those steps sometimes are not taken in the presented order, or skipped. Debugging is spontaneous and highly depends on the issue at hand. However, it is a skill to be seriously taken as developers can spend more of their time debugging than actually writing code.

As explained above, the used debugging method remained simple. With hindsight, a possible alternative would have been to take advantage of RStudio's debugging functionalities. They include breakpoints, which stop the code at certain points (useful to locate the error), after which RStudio enters the debugging mode. The debugging mode permits to easily access the R traceback and displays the value of environment variables even inside a function.

[12] Those interesting features would have maybe saved time in comparison to our manual debugging, but the principles are the same.

One thing worth mentioning is that a programmer never faces bugs alone. The R community is quite big and active, and one can be sure that, for any problem faced, another person has already met the same problem. Stack Overflow's question and answer system, which gathers millions of developers, is particularly useful.

Thus, solving the dashboard's bugs helped improve global UX, reliability being one of its pillars. But in addition to being bug-free, the dashboard needed some other improvements in order for it to be more user-friendly, flexible and attractive.

Designing a user-friendly, flexible and attractive dashboard

In addition to being buggy, the initial version of the geospatial dashboard also lacked other qualities. Laterite wants to encourage their researchers to use their internal product, so it needs to be easy-to-use and appealing.

The term user-friendliness evokes just that : to be more popular within Laterite, the dashboard needs to be practical, easy to learn, use and understand. In that regard, a number of improvements were brought, and here are a few examples. Loading bars were added to better indicate how much time data extraction or file loading would take.

Being user-friendly also supposes being flexible : that's why accepting different file formats (CSV, XLSX) as inputs in the "GPS coordinates" tab was put into place. Moreover, selecting administrative units became much easier thanks to the addition of "Select All" options, saving time and energy.

Finally, the way to select geospatial variables was deeply re-designed (see Figure 5). Instead of searching for variables in boxes, a dynamic data table and filters were developed. It uses a complex system of embedded widgets. This represented a big overhaul for the dashboard, since variable selection is present in two tabs (the GPS and Administrative units tabs). It is worth mentioning that, because of this double use, this feat was achieved using functional programming (notion detailed in part 2.2.3.2).

It was also important to improve the attractiveness of the tool, notably at the visual level. The old dashboard was somehow plain and dull. The visual difference of the old and new dashboard can be noticed in Figure 5. In a Shiny application, there are two ways of editing visual design.

The first way concerns the graphical layout of widgets (buttons, panes, file inputs, text areas etc.) on the screen. This part can easily be controlled by the application's User Interface (UI). To make it simple, any Shiny app is composed of a UI (frontend part) and a server (backend part). The UI manages the choice and layout of widgets on the page, whereas the server handles all backend computations, calculating output objects out of input parameters. In our case, the dashboard's UI uses the more advanced grid layout, which allows to easily place widgets anywhere on the screen, thanks a rowcolumn system.

The second lever of visual design deals with more precise visual parameters. This is how widgets' size, colour, font family, shadow etc is controlled. To make those changes, CSS (Cascading Style Sheets) can be used. It is a programming language for web development and controls the style and visual aspect of a web document. Shiny allows to use either inline CSS (included in the UI part of the Shiny code) or filebased CSS (written in a separate file). Inline CSS can be cumbersome if there is too much of it, while file-based CSS is ideal for that situation. However, inline CSS is quicker and easier to implement because the developer does not have to switch files and scroll down pages to make just one small change. [13] To code the geospatial dashboard, a balance of them both was found. Inline CSS was used when only small changes had to be made, while file-based CSS was used when dealing with bigger challenges (generating more lines to be written).

We saw which programming solutions were found in response to the dashboard's specifications : being reliable, user-friendly, flexible and attractive in order to maximise UX. But in reality, UX also depends on the content available to the users : who would want to work with an incomplete or out-of-date GDB ? 2.2 Improvements brought to the database : building a complete and self-updating GDB Let's now study the stakes of improving the GDB and the obtained results. Like the geospatial dashboard, the GDB is part of the company product and needed to be strengthened. This involves a long-term work of data collection by the Geolab members, but also data management and programming by the Geospatial Data Intern.

After briefly describing the GDB, we will see how a better way of storing the database on the Laterite server was found and how an updating process was implemented to grant autonomy to the application.

Description of the GDB

The Geospatial Data Backbone (abbreviated GDB) is a complex and organized collection of files describing the geospatial distribution of a number of variables (demographics, soil, climate variables) in 5 African countries : Ethiopia, Rwanda, Uganda, Kenya and Tanzania (the latter was only added recently during the internship). The GDB also contains shapefiles for the layout of the countries' administrative boundaries (shapes directory in Figure 6). In other words, the GDB is a total of 425Go of data, 75 geospatial variables and around 17000 raster files. The database is stored in the /srv/geospatial_dashboard/dashboard/Data directory of the Laterite server. The architecture of the /Data directory is described on Figure 6.

The GDB follows a country-source-resolution architecture. Data is first sorted by the 5 countries, then by sources. Variables from the same source will usually share the same theme (for example : WorldPop for demographic data). Within a specific source, data is furtherly sorted by its resolution. Raster data can be seen as grids over a certain extent of the Earth, each cell containing a piece of information, like a numerical value.

In the GDB, the resolution of the grids can be 100m, 250m, or 1km.

Geospatial variables are materialised as raster files. They can either contain one or several temporal observations (yearly, monthly etc.). As such, there are 2 types of variables. S-variables are present as single files in the Resolution directory. They are either averaged over several years or have a single time observation. They (ex: /Data/Ethiopia/WorldPop/100m/water2012.tif). Finally, the GDB also stores CSV files named Country_variables.csv. They list geospatial data associated to a country. It is used in the dashboard to create data tables. Its columns are : variable, source, resolution, description and theme.

The server-side management of a huge database

As explained above, the GDB is a huge and complex database, that's why it needs to be organized (thanks to the Data directory architecture) but also stored in a safe and optimal way. In that regard, an important fix had to be done.

Let's start by explaining how Docker works with images and containers. The tool allows to create images, which are the building plans of containers. An image is like the parent of its corresponding containers. It indicates which system settings, libraries and files its children containers should have. Once an image is built, Docker stores its data and a container can be run from it. A container is a running instance of an image, and a single image can generate several independent running containers.

The point is that the first built Docker image of the product contained both the dashboard and the GDB files. The GDB being quite heavy, this image was mechanically also heavy. This was not a problem at the beginning since only one image was present, and it could easily be stored by Docker. However, during the internship, more and more images were built to save the application's versions (see part 3.2). They were built on the same principle : code AND data files were present in the containers at runtime. At one point, the Docker storage space was not enough and exceeded the limit of 500G. The GDB was actually present in several copies.

Two solutions were found to this storage problem. First, the database stopped being copied in each Docker image, rather stored as a unique Docker bind mount, created by editing the application.yml file (see part 1.2). This allowed having only one database that would serve all app versions, thus relieving Docker with lighter images. A choice had to be made between using a Docker volume or a Docker bind mount. Both options serve the same purpose : making persisting data available for Docker containers. The difference is that volumes are entirely managed by Docker while bind mounts depend on an existing directory of the OS. In our case, a bind mount was chosen instead of a volume, mainly because it is unadvised to modify volumes with non-Docker processes (such as the updating process) [14]. However, this setup also has a drawback : because of the bind mount, the GDB is only stored in one place (in the Data directory) and any change in this directory has an impact on the deployed dashboard. This can compromise the safety of the geospatial product if someone accidentally deletes files.

The second solution was based on solving a flaw in the Docker storage space management. Docker stores data (from images, containers, volumes etc.) in its root directory, which was initially located at /var/lib/docker. However, this directory did not belong to the VM's data disk directory, mounted at /srv/geospatial_dashboard. Thus, it did not benefit from the 1T of storage space of the data disk. Therefore, Docker configuration was modified to change the location of this root directory to /srv/geospatial_dashboard/docker.

2.2.3

The updating process, key to the application's autonomy

Updating the GDB actually means two things : (1) new time observations of alreadyexisting variables need to be downloaded and integrated to the GDB. Moreover, Laterite members may find new relevant variables, that also need to be integrated (2). Downloading data and organizing it in the GDB architecture manually would take a lot of time. Laterite planned to design an updating process, which would make the application more autonomous and sustainable. However, the old updating script needed some deep improvements. Let's see the programming challenges and solutions linked to the (re-)design, development and deployment of the process.

Design of the updating process

To begin with, the updating process was thoroughly redesigned. Its initial version suffered from a great number of drawbacks. The old script could only download the entire database and did not take already-existing data into account. In addition, there was no way researchers could easily add new geospatial variables to the GDB. They had to write R code, which presupposed knowing how to code in R and understanding the script. This was problematic since most researchers are not proficient in R. Finally, the old updating process was incomplete, because it did not update the essential Country_variables.csv files, which make the geospatial dashboard work.

A new way of updating the GDB was then thought, covering all of the drawbacks mentioned above. Let's present the solution found. The updating process starts by launching a first R script : updating_script.R. This script reaches to a special file, named variables.csv. This file lists all variables present in the GDB. If new variables are found, they should be added there. The file is stored on Google Drive, accessible by any researcher who wants to contribute to the GDB. The columns of this file are : variable name, source, resolution, URL, thus providing all necessary information to store the data properly in the GDB architecture. The URL field contains the exact download link of the given variable. The program goes through the rows, downloads and writes data accordingly.

Something important to note is that countries and time observations are not specified as columns in that CSV file. If they were included, there would be too many rows for a single variable. Let's imagine, one variable would be present in 5 copies (one copy for each of the 5 countries) times the number of yearly observations (let's say 10, from 2010 to 2020). So one variable would result in 5*10 = 50 lines in the CSV file (and 50 different links in the URL field). That is not acceptable : adding only one new variable would be too tedious. But then, without any country and time observation fields, how would the program know in which country folder data needs to be stored ? And how would it know which time observation the URL corresponds to ? The answer to these questions will depend on the geospatial variables. There are two types of variables. Some of them have links that are country-specific and year-specific. Here is an example of such links.

https://data.worldpop.org/GIS/Covariates/Global_2000_2020/ETH/ESA_CCI_Annual/2010/et h_esaccilc_dst011_100m_2010.tif (1)

The URL above shows several sub-directories, which display which country/time observation the URL corresponds to (here, ETH corresponds to Ethiopia and the raster file is of 2010).

The second type of variables have links that do not specify any country or year. Here is an example of such links.

https://files.isric.org/public/af250m_nutrient/af250m_nutrient_al_m_agg30cm.tif (2)

The fact that the link does not indicate any country means that it covers a bigger region (Africa in this case, indicated by the af tag). The fact that the link does not contain any year means that it is averaged over time. Coming back to the two questions above : links like example (2) are left as they are, but country/time-specific links will go through a modification. Example (1) becomes :

https://data.worldpop.org/GIS/Covariates/Global_2000_2020/COUNTRYTAG/ESA_CCI_Ann ual/YEAR/countrytag_esaccilc_dst011_100m_YEAR.tif (3)

The modified parts of the link are highlighted. The ETH tag was replaced by a generic COUNTRYTAG, while 2010 was replaced by YEAR. Thanks to this modification, one link is written per variable in the variables.csv file (and not 50). This simplifies the work of adding new variables to the file. But it delegates to the program the responsibility of "multiplying" such links (going from 1 to 50). All in all, this solution lets the computer do the work, instead of the human user.

After importing the variables.csv file as a dataframe, the R script goes through three successive parts (see part 2.2.3.2). First, it carries out the "multiplication" of country/time-specific variables. The result of this part is a new dataframe, containing two supplementary columns (country and time observation). The second part consists in eliminating the rows which correspond to already-existing raster files. Thirdly, the dataframe is iterated and data is downloaded and stored at the right place. After that, the last step of the updating process is the execution of another R script, named update_csv.R. It updates the Country_variables.csv files, depending on what is present in the database at the time.

To conclude, this new design solves the problems of the old updating script : downloading takes much less time than before because only the necessary data is downloaded. Moreover, the way of adding new variables is user-friendlier because researchers just have to add one line in the variables.csv file, instead of writing R code. Finally, the process becomes more complete, because the Country_variables.csv files are also updated.

Development and deployment of the updating process

Now, let's see how the new design described in the last part was programmed in R. The old updating script was long because blocks of code were repeated. This was optimized using functional programming. Functions were written in order to avoid code repetitions. This allowed to have less and clearer code. The new updating script also features the use of error handling methods. For instance, when it defines data needing to be downloaded, the script tries to look for data up to the current year. However, most sources do not provide 2022 files right away, so the program handles potential errors. In practice, this was done thanks to R's try function. Minimizing code repetitions and commenting (see part 3.3) are important programming principles, applied in our case to enhance the clarity of the updating process.

Finally, the updating process was deployed. In any automation task, the goal is reducing human intervention as much as possible. Let's see to what extent human intervention was limited in the GDB updating process.

It was originally planned to make the updating process periodically self-launch. However, because of the time constraint of the internship, this full-automation could not be completed. With hindsight, it is of lesser importance, because the updating process would have been run once or twice a year anyway. So relying on a human intervention to launch the scripts is still reasonable. If more time was available, the Linux cron clock daemon would have been a promising lead. [15] Also because of the time constraint, it was not possible to make one final tweak that would have decreased human intervention in the process. The variables.csv file is present on the Laterite Google Drive. However, the updating scripts lie on the Laterite server. Ideally, it would have been interesting to be able to connect R to Google drive, in order to remotely fetch the file. This would have surely been possible thanks to R's googledrive package.

[16] Instead, someone must copy and upload that file on the VM.

As explained in the last two sub-parts, the process englobes the launching of two R files : updating_script.R and update_csv.R. In order to make things easier for the person responsible of updating the GDB, those two files were compiled in a single shell file (updating_process.sh). This file is present on the Linux Server and once executed, launches the whole updating process. This practical deployment method reduces human intervention a little because only one file needs to be launched, instead of two.

To summarize, the updating process was heavily re-designed and improved, the goal being to simplify the human-machine interaction the most. Even though the achieved result is only semi-automatic, it met the expectations of the company. In comparison to the old updating process, this one has the advantages of being more "beautifully" coded, more practical to launch and more complete. However, the process itself became more complex (see the technical details in part 2.2.3.1) than the straightforward approach of the old script. There is actually a trade-off between human interaction and code complexity : what a human will not handle is delegated to the code and vice-versa. But in the end, someone has to do the job.

III -The constraint of reproducibility and its solutions

The final part of this report is dedicated to addressing the constraint of reproducibility of the written code and application. In science, reproducibility is the ability to reproduce a previous experiment or process and arrive at the same result. In computer or data science, this definition generally applies to code : a reproducible code or application implies being able to replicate any of its past versions, even though that version kept on undergoing changes and is not the final one.

One can then wonder : why bother with reproducibility ? A first answer is correctness and transparency, to be able to argue and evaluate some code on an equal basis. Then, version control (or versioning) is useful, especially in an enterprise context. For example, if a version presents a bug, we can check what went wrong by comparing it with the other anterior versions, and replace it temporarily. Another reason making sense in our case is the transportability. Laterite produces dashboards for clients, and hosts them either on their server or elsewhere. Reproducibility supposes making the application work no matter where it is stored, or who uses it. Yet there are so many things that differ from machine to machine, and even slight changes in system libraries or even hardware can make a dashboard go wrong. [17] We will discover the tools and practices which make geospatial product reproducible.

Versioning of the code with Git

Git is a powerful tool for code version control. It allows to collaborate with other people as part of an IT project, store code versions and can provide a way for backup. Several Git repositories were involved in Laterite's geospatial project. A Git repository is a folder where changes in code are tracked and saved over time. It can either be local (in that case, it is named .git) or remote (in that case, it is present on GitHub). GitHub is an open source hosting platform where developers can control and store the versions of their code.

Figure 7 describes the used repositories. The Laterite_GDB_Dashboard is owned by Laterite and was forked by Jorge Clarke (the Laterite_AI Git username). Forking a directory means that another user copies it and becomes the main contributor of the code. This repository was forked again and GDB_Dashboard_Beta was created.

The inter-repository workflow is the following. Over time, new improvements are made to GDB_Dashboard_Beta. They are then reviewed by Jorge, validated and merged to his repository (GDB_Dashboard_THS_2022) by a pull request. The pull request is a request from Jorge for him to pull / import the improvements to his repository. As for the Laterite_GDB_Dashboard repository, it is only used to store the initial version. This workflow ensures that changes are reviewed and validated before being imported to the repository. In the long run, the GDB_Dashboard_THS_2022 repository, owned by Laterite, will be the place where the final version of the dashboard will be stored and left intact (like Laterite_GDB_Dashboard). The same workflow is applied for the version control of the updating process' scripts, and will not be detailed here.

Figure 7 -Illustration of the git inter-repository versioning workflow

Let's now focus on the intra-repository workflow, that is to say, the workflow of making and committing changes to the GDB_Dashboard_Beta repository. The file structure associated to this workflow is displayed in Figure 9 (element n°1).

In this file tree, GDB_Dashboard_Beta is the local git repository (containing the .git folder). First, a copy of app_beta.R (app_beta_copy.R) is made in case things go wrong. Then, changes and improvements are made to app_beta_copy.R. Once enough changes have been made, the file is then copied to the GDB_Dashboard_Beta folder and renamed app_beta.R to match the GitHub name. This step is important because it allows to separate the data (in the Data folder) from the git repository. The GDB should not be present on GitHub. Therefore, there are two workspaces : a development space (in the dashboard directory) and an exporting space (the git repository). Next, in a terminal, git commands are written to commit the changes and push them to GitHub. This means executing : git add app_beta.R, git commit -m "commit message", git pull, git push. Commit messages are used to describe what was brought to the new code version.

The procedure is exactly the same for the versioning of the updating scripts, the git folder being GDB_updating_2022 in this case (workflow file structure available on Figure 9, element n°2). Thus, these workflows allow the versioning of R files. Thanks to Git, versions are safely stored, and one can access any version anytime.

Versioning of the application with Docker

In addition to its deployment function (detailed in part 1.2), Docker is essential for the application's version control. Unlike Git, Docker versioning englobes the entire application, not only code files. It registers and stores any change in the app's system libraries, used packages etc. Let's start by saying that, in itself, Docker contributes to reproducibility. The principle of a Docker container is making an application work on different hosts, by creating an isolated, independent and specific environment for the program to work properly (see part 2.1). Improvements on the geospatial dashboard were progressively validated and deployed to the website version. We saw in part 2.1 that deployment was realised by the means of Shinyproxy, which, in turn, relies on Docker. A Docker image is specified to the Shinyproxy configuration file, and when a user connects to the dashboard's website, an instance of that image is run. So versioning goes hand to hand with deployment. When the dashboard becomes sufficiently improved, a deployment can be justified and so, a new version is registered.

In our case, the Docker versioning strategy was the following.

The process starts with the creation of a new image. In practice, building a Docker image implies writing a Dockerfile. A Dockerfile is a text document containing all commands that a user would issue to create an image. Figure 8 shows an example. We can see that this file builds the different layers of the image : it starts with downloading a pre-made base image called r-base:4.1.2 (line 1). Then, it installs system libraries which make the dashboard work (line 8-32). The necessary R packages are installed (line 37 After writing the Dockerfile, the image needs to be built. The following app files must be moved to the export_to_docker directory : app_YYYYMM.R, www, image_YYYYMM.Dockerfile and Rprofile.site. Building the image in that directory will isolate the app code files from the GDB, that should not be part of the image and rather treated as a separate mount (see part 2.2.2 and Figure 9).

Then, the image is built using the following command in the terminal :

sudo docker build -t laterite/dashboard_YYYYMM:YYYYMM -f image_YYYYMM.Dockerfile .

The -t argument allows to give the image a repository name and tag name, separated by the colon. In our case, the repository name is laterite/dashboard_YYYYMM and the tag is YYYYMM. This is a crucial versioning step because it allows to differentiate images and so, the app versions. The -f argument specifies which Dockerfile is to be used. The dot indicates that the Dockerfile is located in the current directory.

After the image is built, the Dockerfile and app file are copied to the previous versions directory (see Figure 9). Then, the Shinyproxy application.yml file must be updated with the new image name, then it must be restarted along with Nginx, in order for the changes to take effect.

In the end, our way of versioning with Docker is based on the versioning of images. Something else worth noticing is that, because of the implementation of the GDB as a bind mount, it is no longer part of Docker images. Therefore, it is excluded from the versioning process. This is a relevant improvement for the future of the Laterite geospatial project.

Documentation and code quality

Last but not least, reproducibility relies strongly on understanding the written code and defined processes. In order to do that, documentation and code quality are essential. Code quality gathers several aspects : in order to be reproduced, code must first be understood and so clearly structured and well-commented. Admittedly, our dashboard code is present on a single file (app.R) and not split (ui.R, server.R, global.R), the latter being a better practice. However, a single app file is more easily managed by versioning processes like Git or Docker. Moreover, the dashboard R file is organized and heavily commented. Comments were written putting ourselves in the shoes of an uninformed reader.

What's more, aside code comments, a huge documentation was elaborated and published on Google Drive as well as in Confluence, the Laterite team's workspace. Three Google documents were written, one user guide to the dashboard's functionalities, one about the GDB and the updating process, and one regarding the server-side management of the application. Documentation is particularly important for Laterite, because it allows future interns or employees, to understand and reproduce the work done. The dashboard user documentation is also crucial : users need to know how to work with the tool. This need is partially solved thanks to the dashboard user guide mentioned above, but we can picture better solutions like a built-in interactive tutorial or video to walkthrough the different functionalities. Yet, designing and implementing this would have been complicated from a programming point of view, as well as time-consuming.

To put it in a nutshell, reproducibility was implemented by versioning tools like Docker and Git, but also providing code quality and documentation. As we saw it, our solutions have room for improvement : we could maybe go deeper with the Docker versioning system, and try to control the GDB's different versions over time. But let's not forget that achieving 100% reproducibility is not more complicated than it appears. 

Conclusion

Throughout this report, we discovered the computer and data science solutions found to respond to the implications of the geospatial project.

The first challenge was to access remote data and set up a way of working with it. After having opted for remote instead of local work, we realized security was an important matter in remote connections. That's why we set up a secured SSH connection to access the Laterite Server, and work remotely with RStudio Server. The remote access to the deployed geospatial dashboard was also secured and configured using Shinyproxy and a reverse proxy, Nginx.

The second challenge concerned the development of the dashboard and the design of new functionalities. It needed to be reliable, user-friendly, flexible and attractive in order to maximise UX. Database management also required specific IT solutions : we found a better of storing the GDB on the Linux server and an updating process was designed, developed and launched to guarantee the application's sustainability.

The third challenge dealt with being able to reproduce and pass down the achieved work to Laterite's future generations. Its solutions were Git and Docker as version control tools, as well as a complete and detailed documentation and code commenting.

Looking back at the state of things in February, it is fair to say that the initial MVP was heavily improved, making it more pleasant to interact with, reliable, complete and sustainable. However, a lot of improvements are yet to be done, as mentioned throughout the report. Human interaction in the updating process could be still decreased by making it 100% automatic (it would need to periodically self-launch, and it would autonomously reach data on Google Drive). Then, the reproducibility of the application could be increased, notably thanks to packaging. R packages are the ultimate way of making code reproducible. Finally, the dashboard could be even userfriendlier if it featured an included guide or tutorial.

More generally, the internship allowed to set processes up in the company. Workflows were designed, notably for the dashboard's versioning and deployment. The internship also served to gain knowledge, for both the intern and Laterite. A light was shone on some unknown things : how a Linux server works, what Docker is etc. Documentation was written in order for this knowledge to persist in the company, notably for future interns. Getting to know those computing tools was sometimes difficult, but the overall experience was rewarding and allowed to develop strong problem-solving skills and a better understanding of computer science, data management, networking and company contexts. The internship was actually more oriented towards data acquisition, valorisation and management as well towards R Shiny programming, rather than data analysis and modelling. But any data scientist will find those IT skills more than valuable.
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  These two goals suppose being able to write R code and manage R packages in the most efficient way, but also to launch an RShiny application in order to continuously see the result of newly-written lines of code. A first minimalistic idea was to use any text editor to work on the app.R file, then go to the dashboard website to see changes. But this solution would have been impossible to adopt. On the one hand, the lack of an Interactive Development Environment (IDE) makes coding tedious. IDEs are software applications that facilitate programming providing a console, source code editor, plotting, debugging tools etc.

	On the other
	hand, any change to the app.R file in the VM does not directly affect the online
	dashboard, as it was naively thought at first. Instead, the dashboard's deployed version
	is based on the use of a containerized Docker version and Shinyproxy (see 1.2).
	After some research, it became clear that RStudio Server was the solution to the
	problem. Like the regular RStudio desktop version, it is an open source IDE designed
	specifically for R, except that it works for Linux remote servers and that the interface
	must be reached via a web browser. [5]
	The RStudio Server interface is very close to that of RStudio Desktop. It provides useful
	features of code editing, syntax checking, workspace management and the possibility
	to run Shiny apps. What's particularly convenient is that the Linux file system is
	accessible from RStudio Server, creating a quick shortcut to create, move and delete
	files. This way of accessing the VM remains secured because SSH is still involved.
	The software was downloaded, installed and started using : sudo rstudio-server start.
	By default RStudio Server runs on port 8787. A port is an unique number representing
	an endpoint for incoming and emitted network connections. In our case, port 8787 was
	not already opened on the server, so it was necessary to go to the Azure portal and
	open it. Then, one must open a browser and navigate to: http://20.87.42.137:8787. Let's
	notice that this HTTP request is made of the VM's IP address (20.87.42.137) and port
	(8787). After that, the IDE prompts for a username and password. Providing the right
	SSH credentials (see 1.1.1.2) allowed to log in and use the interface.

  ). Lines 40, 41 and 44 are responsible for integrating R code into the container. It means that, at runtime, the containers will fetch code files in the /root/dashboard_202205 directory. Line 46 defines the launch command to execute the container. Let's notice that names (the app, directory and Dockerfile names) get a special version tag. The chosen convention is image_YYYYMM.Dockerfile, with YYYY representing the year and MM the month at the time the version is deployed. YYYYMM is called the version tag.

  Those images are stored on the Docker storage space, in the Laterite VM. They have meaningful tags, which indicate their date of release. Finally, one can choose which image to deploy at any time, by editing the application.yml file. The presented solution for the versioning of the geospatial product is only one possibility among many others. It is a minimalistic solution, as Docker version control can go farther, with the help of DockerHub, docker versioning commands (docker push, pull) etc.
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Enfin, le rapport étudie la question de la reproductibilité du code. Le versioning du code a été rendu possible grâce à Git, tandis que Docker a permis d'enregistrer et de stocker les différentes versions de l'application. De plus, le code a été rendu plus reproductible grâce aux commentaires de code et la documentation des processus conçus.

Abstract (1600 caractères maximum) :

The work consisted in improving a geospatial data extraction tool made of a dashboard and a database. First, the problem of accessing remote data is tackled. Remote data were reached by an SSH connection to the company server, and a R Shiny working environment was established. The report also studies how ShinyProxy and Docker allowed to deploy the dashboard online.

Then, the focus is set on the company product, which is briefly presented. The programming challenges and solutions related to its improvement are addressed. The dashboard was debugged and improved with new visual and functional features, making it more reliable and user-friendly. The database was better managed and stored on the remote server and data updating was automated.

Finally, the report studies the question code reproducibility. Code versioning was made possible thanks to Git, while Docker allowed to register and store the different application versions. Moreover, code was made reproducible thanks to commenting and processes were documented.

Mots-clés : gestion de données, géospatial, informatique, R Shiny Key Words: data management, geospatial, computer science, R Shiny